Saving gas with a packaging framework for Ethereum transactions
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Abstract. Transaction costs are a barrier to the wide adoption of decentralized applications. To address this issue, this paper proposes a framework to optimize transaction fees by carrying out a conflict-avoiding packaging of multiple smart-contract calls into a single transaction. It relies on two main concepts: a way to optimize the bundling of transactions with a conflict-avoiding packaging strategy and a way to execute such bundles with a package-processing methodology. We illustrate our framework and the gas economy it can bring with a case study where we analyze a popular Ethereum smart contract.

1. Introduction

Decentralized applications (DApps) are fast-growing domains that have the potential to disrupt conventional businesses. They aim to tackle the mistrust crisis in many security-oriented businesses. However, the intensive use of blockchains and their associated high costs hinder DApps’ broader adoption. To address this issue, existing research mainly focuses on designing new protocols at the blockchain level. These protocols are designed without the legacy platform of an operational blockchain and deployed DApps in mind. In this context, this work proposes a framework to optimize transaction fees by implementing a conflict-avoiding packaging of multiple smart-contract calls into a single transaction. It relies on two main concepts: a way to optimize the bundling of transactions with a conflict-avoiding packaging strategy and a way to execute such bundles with a package-processing methodology. To motivate the approach, this work considers a typical DApp architecture, where a DApp client holding an Ethereum account sends a transaction on the Ethereum blockchain to invoke a smart-contract function there. Despite having the potential to improve the efficiency and scalability of the Ethereum network, such methods have not been widely adopted or implemented in the real-world Ethereum ecosystem. This lack of adoption is attributed to several design challenges that arise from the tradeoff among packaging’s security, cost-effectiveness, and timelines; a time window needs to be used to wait for the transactions to be packaged. We illustrate the workings of our framework and the gas economy it can bring with a case study where we analyze the TetherToken smart contract: a popular Ethereum contract.

2. Background

Ethereum is a public blockchain-based distributed computing platform. Simply put, it can be considered a large computer composed of small computers spread all over the world [Buterin 2016]. It is possible to write applications, called smart contracts, that run on this
global platform that ensures availability, and resistance to censorship, fraud, or third-party interference. It also allows transfers of its native cryptocurrency, called Ether, between parties without the need for a central authority. Ethereum smart contracts are identified by an address. They have a balance of Ether they own which is managed by their code. Furthermore, developers can create decentralized applications that typically rely on a combination of a smart contract and an off-chain service that interacts with this contract. Dapps have been used to implement decentralized versions of traditional services such as loans, security registries, voting systems, regulatory compliance and more.

These advantages come at a cost. Gas in Ethereum is a unit that measures the amount of computational effort that is required to perform certain operations. To have a transaction executed, a user is required to pay a fee proportional to the amount of gas it requires. This amount-of-Ether-per-gas-unit rate is the gas price and it is set by the user creating the transaction. The block producers (i.e. miners) of this platform collect these transaction fees as a reward for producing blocks.

It is possible to highlight two main reasons for the existence of gas in Ethereum. Firstly, it is a financial incentive for the block producers of the network: the greater the number of miners, the more secure the blockchain. The other reason is to ensure the termination of smart contract executions. There is a limit on the amount of gas that a transaction is allowed to consume.

3. Related work

Reducing the transaction cost for blockchain applications is essential for their real-world adoption and several approaches have been proposed for that.

Layer-one protocols or base layers of a blockchain system, which define the fundamental rules and functionalities of the blockchain, such as sharding and other designs, have been proposed to reduce the cost of blockchain applications. They require launching a new blockchain network from scratch, or a hard-fork. However, it is known to be difficult to bootstrap or implement hard-forks in a large-scale blockchain [Kokoris-Kogias et al. 2018] [Luu et al. 2016].

Layer-two protocols are another approach that focuses on designing add-ons to a deployed blockchain system by designing extensions, including smart-contracts on-chain and services off-chain. Payment networks are a notable example of layer-two designs that place most of the application logic of making a series of micropayments off the blockchain while resorting to the blockchain for control operations (e.g., opening and closing a channel) and error handling. In this approach, a payment channel “batches” multiple repeated micro-payments into minimally two transactions. State channels generalize the idea to support the game-based execution of smart contracts [Antonopoulos et al. 2021] [Cheng and Zhang 2019] [Dziembowski et al. 2018][Miller et al. 2017].

Contract optimization approaches try to identify and resolve the problems with patterns, syntax, or semantics that cause smart contracts to consume an excessive amount of gas [Chen et al. 2017, Marchesi et al. 2020, Albert et al. 2020, Li 2021]. This line of work is orthogonal to the Layer-one and Layer-two Protocols.

Batching transactions is a method of combining multiple transactions into one. Our approach is orthogonal to the above protocols. For instance, Layer-2 protocols pro-
Fig. 1. The seven phases of the framework proposed

provide a mechanism to execute batches of transactions but they are not concerned with methodologies on how to create these batches in an optimal way, i.e., by analysing conflicts between transactions. Users can submit multiple transactions at once by either using a smart contract that executes them together [Multisend 2023] or a tool/service that broadcasts them as a single transaction [Wang et al. 2021] [Hughes et al. 2021].

4. Proposed framework and case study

Packaging transactions on the Ethereum network is a technique used to save on gas costs by combining the execution of multiple transactions and batching them. We present a systematic framework to analyze the impact of such packaging on existing Ethereum smart contracts. Our approach analyses contracts by executing the contract in a testing environment, and then comparing the execution results to the historic execution results of the contract on the blockchain. Moreover, we present a case study where we use our framework to analyze the smart contract TetherToken which provides tangible evidence that a methodology to package transactions can reduce gas consumption.

Our framework requires an input contract instance identified by its address in Ethereum. The phases of our framework are depicted in Figure 1. The first three phases are performed only once for the input contract and the subsequent four stages are customized for each type of batch-execution approach. For our case study, we analyze the TetherToken smart contract [TetherToken website] at address 0xdac17f958d2ee523a2206206994597c13d831ec7. Broadly speaking, it is an ERC20 contract instance implementing a stable cryptocurrency pegged to the US dollar. We chose this contract as it was the contract that spent the most gas in the period between May 2021 and October 2021. Their gas consumption (188243044506075 units) is associated, of course, to a large number of calls (26010105) that also provides evidence of its popularity.

The history acquisition step focuses on obtaining the transactions carried out by the contract on the Ethereum blockchain. Despite all the information being public available on the Ethereum blockchain, retrieving the history requires a costly transaction-by-transaction redemption interaction. In order to speed up the survey of a contract’s history, Google’s BigTable [Google Bigtable 2022] was used, which provides public tabular data on Ethereum transactions.

The packaging strategy with conflict analysis step attempts to create bundles of Ethereum transactions without introducing transaction conflicts. Conflicts arise when two transactions cannot both be executed in a given order. For instance, let \( A \) be an address with zero balance. A transaction \( t_1 \) that transfers some sum \( Y \) out of \( A \) cannot happen be-
fore a transaction $t_2$ that transfers $X$ into $A$; these transactions would represent a conflict in this order. However, for $X \geq Y$, $t_2$ can happen before $t_1$; no conflict. Aside from conflicts, another piece of information that needs to be taken into account is the time frame used to package transactions. Users of such a system have to be aware of how long their transaction might be held up for the sake of saving gas via packaging. Our goal is to offer a complete solution for avoiding conflicts while packaging Ethereum transactions. Currently, we have analyzed conflicts for our case study manually by examining the Solidity code and deducing potential conflicts between different contract calls. In future work, our objective is to streamline and automate the process; this will involve data and control flow analysis and, possibly, will allow only partial automation.

The network creation step attempts to achieve a significant level of similarity in reproducing the behavior of a smart contract. To this end, we create a local Ethereum network mapping the original addresses to the new network addresses adapting the original calls to these new addresses.

The behaviour recreation step relies on a package processing methodology to execute batched transactions. This methodology consists of (i) a strategy to represent — with a way to encode and decode — a package of transaction and (ii) a strategy to execute each of these packaged transactions. Note that while the packaging strategy is in charge of deciding which transactions are to be (logically) bundled together, the package processing methodology defines the format of these packages and how they are executed. In our case study, two distinct package-processing methodologies were implemented. The first was the addition of a new function to the smart contract being analyzed that processes a sequence of function calls in the form of a Solidity array; we call this approach commandArray. The second approach consists of encoding calls using the multisend (library) methodology [Multisend 2023].

In the execution step, for a given recreated history of the contract according to a packaging strategy and processing methodology, our framework executes each of the created packages in the appropriate ordering. As a baseline for our analysis, we also replay the original contract with its unaltered history. The execution of these packages is implemented by test cases in the Truffle framework [Truffle ] with the support of the Ganache framework[Ganache 2022]. During the execution, a total gas expense report is extracted, which is essential to the last step of the framework.

In the metrics and comparison step, the gas expense reports generated by the executions are compared.

4.1. Results
In our packaging strategy, we decided to limit the time frame for batching transactions to a five-minute window. We considered that this time trade-off would be reasonable for customers who are willing to wait a little longer to complete their transactions on the blockchain. All history of the contract resulted in 50793 batches of transactions from address 0x2faf487a4414fe77e2327f0bf4ae2a264a776ad2 to the TetherToken contract.

Table 1 presents some of the results we obtained with our case study. The table on the left-hand side shows examples of packages extracted from our case study execution. It illustrates the sort of gains that are expected from different package sizes (in number
of transactions). We can see significant gains in gas savings, and the expected trend is that gains increase with the increase in the number of transactions in a package. It is possible to see that the approach using the `multisend` has a greater gain in relation to the `commandArray`. We assume that this advantage is due to the encoding of the arguments made off-chain, sending the data to the smart contract already in binary there is an economy. However, it also decreases as the number of bundled transactions increases.

The table on the right shows the global analysis related to the 100050 first batches. The material with all analysis data can be accessed in the paper [Paper repository 2023].

### 4.2. Threats to the validity

We can point out two main threats to the validity of our case study. The first is the limited sample size. Since the study considered only one smart contract and one caller in this case study, it may not be representative of the broader Ethereum network. A small sample size can make it difficult to generalize the findings to other contexts. The second is the maturity of the tools used to recreate the blockchain and the different histories we are interested in.

### 5. Conclusion

This paper presents a systematic framework for analyzing the impact of packaging transactions on existing Ethereum smart contracts. We used the TetherToken smart contract as a case study to demonstrate the effectiveness of our approach. The framework involves recreating and analyzing a “packaged history” of the blockchain according to a packaging strategy and different package-processing methodologies. The results show significant gains in gas savings demonstrated by two different approaches.
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<table>
<thead>
<tr>
<th>Samples of batches extracted from execution</th>
<th>Global analysis with 10050 batches</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Amount of transactions</strong></td>
<td><strong>Total Amount of transactions</strong></td>
</tr>
<tr>
<td>----------------------------------</td>
<td>--</td>
</tr>
<tr>
<td>1</td>
<td>21352</td>
</tr>
<tr>
<td>2</td>
<td>46.09%</td>
</tr>
<tr>
<td>4</td>
<td>68.02%</td>
</tr>
<tr>
<td>6</td>
<td>80.14%</td>
</tr>
<tr>
<td>8</td>
<td>80.66%</td>
</tr>
<tr>
<td>10</td>
<td>87.02%</td>
</tr>
</tbody>
</table>

Table 1. TetherToken case study results.


