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Abstract. With the rising number of Internet of Things devices and context
providers, the need for sorting and selecting them according to user require-
ments and to the quality of sensed information becomes prevalent. Thus, this
paper presents the Rhadamanthys architecture, designed to fulfill this require-
ment using Quality of Context information for both ranking and selection. In-
dividual Quality of Context criteria as defined in the literature are evaluated
for each available provider and used in formulae to obtain a single score that
enables ranking and allows selection.

1. Introduction
Estimates on the number of Internet of Things(IoT) capable devices in 2015 indicate
around 15.4 billion in existence, with an expected growth towards more than 30 billion
devices in 2020 and further to the mark of 75 billion devices in 2025 [IHS Markit 2016].

Due to the huge number of IoT context providers, researchers have been studying
and proposing new methods to allow searching and ranking such devices according to
the quality of their sensed and generated data in order to allow the selection of the most
appropriate providers that can solve a given task.

Some solutions that can be cited include Cuida [Nazário et al. 2015], Yasar’s
[Yasar et al. 2011] and CASSARAM [Perera et al. 2013], which have in common the use
of Quality of Context (QoC) definitions to evaluate several sensor information criteria
individually, as well as the use of a final aggregation function that could make single
ranking possible.

While Quality of Context was first defined as “any information that describes the
quality of information that is used as context information” and that it “refers to informa-
tion and not to the process nor the hardware component that possibly provide the infor-
mation” [Buchholz et al. 2003], the concept of QoC has evolved to include measurement
of sensed data quality using numerical values at least since [Kim and Lee 2006].

Considering the requirements for IoT sensor selection and the QoC definitions
studied, and the fact that current solutions are not flexible enough to allow new meth-
ods for QoC evaluation and aggregation to be used, the Rhadamanthys architecture was
conceived. It encompasses the process of searching, ranking and selecting providers, and
allows flexibility in terms of QoC criteria and of aggregation methods to be used. It also
includes a Graphical User Interface (GUI) to aid users in the task of informing their needs
in order for the system to determine the QoC value of providers.

This paper is divided into 5 sections. Section 2 presents related work. The Section
3 presents the architecture and describes its components. Section 4 presents the prototype
and evaluation of the architecture. Finally, Section 5 concludes it.
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2. Related Works
The works presented here were selected because they make use of QoC concepts in their
models but do not limit themselves to basic QoC definitions. Two other aspects considered
were:

1. the use of individual criteria (referred to as dimensions, attributes or parameters in
works such as [Perera et al. 2013] and [Nazário et al. 2015]) for evaluating Qual-
ity of Context, as well as an aggregation function that results in a single QoC value
that could enable simple ranking and selection operations;

2. the use of QoC criteria along with a user interface for the selection of context
providers.

In [Yasar et al. 2011], some QoC criteria are used in order to evaluate if mes-
sages in Vehicular Ad Hoc Networks (VANETs) should be transmitted or dropped so as
to reduce network traffic and free resources. Definitions on how to evaluate four criteria,
Temporal Relevance, Completeness of Information, Priority of Information and Spatial
Relevance, are given, and a definition is given stating that each of those criteria might
have different weights. The final QoC single value is obtained by calculating the weighted
average of the criteria.

In Trust and Privacy Management Support For Context-Aware Service Platforms
[Neisse 2012], QoC criteria are identified as QoC attributes, and are defined based on an
international metrology standard found in [Vim 2004]. The QoC model defined in that
work allows QoC values, such as precision of context information values and freshness of
timestamps, to be obtained implicitly. The defined attributes help users decide if context
providers are trustworthy concerning applications such as GPS positioning and tempera-
ture measurements.

The definition of trustworthiness found in it differs from what is shown in
[Buchholz et al. 2003] and [Sheikh et al. 2008]. The latter two consider trustworthiness
to be a QoC attribute, but [Neisse 2012] considers it to be “a property of the context
provider from the context consumer’s point of view, and is not a quality concept related to
the context information itself” [Neisse et al. 2008]. Thus, trustworthiness is treated in the
Trust Management Model and defined there instead of being defined in the QoC Model.

In Context-aware sensor search, selection and ranking model for Internet of
Things middleware (CASSARAM) [Perera et al. 2013], the authors present a GUI based
approach to complement their Context Awareness for Internet of Things (CA4IOT)
[Perera et al. 2012] architecture. It allows priority assignment for several criteria to al-
low the selection of sensors according to user needs. By default, it has 30 criteria, called
context attributes, available for users to select and assign priorities to using sliders, with
possible values ranging from 0, less priority, to 1, high priority. The interface can be
extended, allowing for more sliders to be added if new criteria are required by users to be
considered.

After obtaining user priorities, weights are assigned to each of the criteria com-
paratively. Then, all of the values are aggregated into a single value using an index
based on Euclidean distance calculation called Comparative Priority-based Weighted In-
dex (CPWI). This index requires the user to inform an ideal sensor that is positioned in a
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multidimensional space, with each space representing a criterion and ranging from 0 to 1.
Sensors with values closest to the ideal sensor will be selected. If no values are informed
by the user, the ideal sensor has all values defaulted to 1. The values for each sensor are
then multiplied by the comparative weights resulting in a single CPWI value.

In Cuida: um modelo de conhecimento de qualidade de contexto aplicado aos
ambientes ubı́quos internos em domicı́lios assistidos [Nazário et al. 2015], an extensive
study is made on QoC attributes in order to develop a knowledge model for QoC to be
applied in a ubiquitous assisted household environment. The study identified a lack of
standard nomenclature, standard definitions and standard quantification methods for QoC
parameters. This resulted in the creation of an ontology model to represent QoC.

In order to evaluate the model, a context architecture is proposed, and within
this architecture, two modules are dedicated to QoC. The first one is responsible
for quantifying QoC parameters between 0 and 1, using rules that were defined in
[Nazário et al. 2014]. It is highlighted that the aggregation method, while using the
same weighted average as [Yasar et al. 2011], differs from it in the way significance is
treated as defined by [Manzoor et al. 2008]. While [Yasar et al. 2011] uses significance
as one of the parameters in the weighted average, calling it priority, the approach in
[Nazário et al. 2014] defines that this parameter should not lower the QoC value, but only
be used to give different priorities when evaluating the information.

The second one is responsible for evaluating the QoC values that were obtained
by the first QoC module, detecting possible problems with sensors and communication
networks, or possible risks to the patient that is being monitored by the environment.

All of the related works presented QoC being used in some bigger context than
just QoC definitions, showing that there are valid applications for QoC definitions, while
a few others showed that having a user interface and quantifying QoC values between 0
and 1 is a trend and that those two aspects can make evaluation easier.

3. Rhadamanthys Architecture: Concepts and Model

The Rhadamanthys Architecture was designed to allow search, ranking and selection of
context providers in a fashion similar to that of the CASSARAM model. Its main differ-
ences are the possibility of using different aggregation methods, the use of QoC profiles to
make assignments easier for the user to make, and allowing the identification of redundant
criteria by the user community.

3.1. Overview

The Rhadamanthys Architecture comprises 8 modules:

1. A Search module to discover the available context providers;
2. A Weight and Requirement Assignment module that receives assignments made

by the user;
3. A QoC Criteria Evaluation module that evaluates each QoC criterion according,

for the default criteria, to methods defined in the literature;
4. An Aggregator module that receives individual QoC criteria values and respective

weights and returns a single QoC aggregated value;
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5. A QoC Profiles module, that saves user weight and requirement assignment def-
initions in order to make them available to other users who might have the same
needs;

6. A Ranking module that allows the use of different ranking methods for the values
generated by the Aggregator;

7. A Selection module that uses the number of context providers informed by the
user to select them based on their ranking;

8. An Interface that allows the user to inform weights, desired criteria etc. and shows
the resulting selection.

A diagram of the modules encompassed by Rhadamanthys with the interactions between
them is presented in Figure 1. Each of module is better explained in the following sub-
sections.
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Figure 1. The Rhadamanthys Architecture with Modules and Interactions. The
latter are described in the final subsection of Section 3

3.2. Search
The Search module finds available context providers to be tested in order to verify if
they comply with user requirements. The module does so by keeping a list of all known
providers and making requests for information when requested by the Interface.

3.3. Weight and Requirement Assignment
This module receives weights informed by the user, as well as other requirements, such
as the maximum radius to consider context providers as valid candidates, the type of
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provider that is required, the number of providers required, the aggregation method to be
used and the desired ranking method. The selected ranking method is informed to the
Ranking module, and the rest of the information is passed to the Aggregator module.

3.4. QoC Criteria Evaluation
The QoC Criteria Evaluation module is responsible for applying the formulae defined
for each criterion to measure the corresponding QoC value, between 0 (No Quality/Don’t
Care) and 1(Best Quality). These values are grouped according to the context provider
that generated the data and sent to the Aggregator module.

3.5. Aggregator
The Aggregator module is responsible for receiving the values obtained by the QoC Cri-
teria Evaluation module and the weights and other assignments from the Weight and
Requirements Assignment module and apply the method chosen by the user to generate
single QoC values for each context provider.

Since different aggregation methods might result in different execution times and
different final results for each method, offering choices to the user allows the compromise
between performance and efficiency according to need. The results are sent to the Ranking
module.

3.6. QoC Profiles
This module is responsible for saving previous choices made by users according to an
application description. To exemplify the advantage conferred by this module, one can
imagine a user trying to describe his needs for an application that uses temperature mea-
surement providers. It is possible that a previous user might have already described his
needs for the same application. So, the current user might be able to use the same spec-
ifications the previous user defined by looking for the profile descriptions and finding
“Temperature measurement” or a similar description and get the job done faster.

On the other hand, the current user might want to describe his own specification
under the same description, or there might be redundant definitions for the same applica-
tion with different descriptions.

In the first of the latter two cases, the QoC Profiles module must be able to save
both descriptions and find balance between them in order to relay a single description to
other users. This is ideally accomplished by an algorithm that is capable of generating a
configuration with high representativeness towards the average, while discarding sets of
user specifications that stray too much from it.

In the second case, definitions must be compared to see how close they are and be
declared as candidates for merging. Merging can be either a manual process, when the
scope of descriptions is small enough to be handled by humans, or an automated process
otherwise.

3.7. Ranking
The Ranking module receives every value generated by the Aggregator module and ranks
providers according to the ranking method informed by the Weight and Requirement As-
signment module. These methods might vary according to how values are ordered (e.g.
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ascending, descending) and to sorting algorithms used. The resulting ranking is then sent
to the Selection module.

3.8. Selection

This module is selects the number of providers required by the user, and also for informs
when the required amount of providers could not be met.

3.9. Interface

The Interface module receives all of the definitions and assignments the user makes and
relay them to the other modules, and also receives information from these modules and
show them to the user. Therefore, its role in the architecture is defined by how other mod-
ules and the user interact with it, and can be better understood by reading the Interactions
subsection.

3.10. Interactions

The interactions represented by the arrows in Figure 1 are as described in this list:

1) The User interacts with the Interface
2) The Interface module requests current profiles to be shown to the User
3) The QoC Profiles module answers the requests made in 2
4) The Interface informs the User which profiles are currently available
5) The Interface module sends values informed by the User to be saved by the QoC

Profiles module
U) The User informs the Interface that a new QoC criterion will be added
V) The Interface requests a definition on how to evaluate this new criterion
W) The User informs, using some sort of language, the method used to evaluate this new

criterion
X) The Interface signals the QoC Criteria Evaluation module that a new criterion and its

respective method will be added
Y) The QoC Criteria Evaluation module signals that it has saved the information about

the new criterion and its corresponding evaluation method
Z) The Interface informs the User that the operation started in U has been successfull
6) The Interface signals the Search module that the User has already defined his

needs and is now expecting results, triggering the Search module to find context
providers

7) The Interface informs the QoC Criteria Evaluation module which of the criteria must
be evaluated according to the User

8) The Search module sends the information obtained from the context providers con-
tacted to the QoC Criteria Evaluation module. The QoC Criteria Evaluation
module applies methods to determine the value of individual QoC criteria in a
range from 0 to 1

9) The Interface transmits the weights and other assignments made by the User to the
Weight and Requirement Assignment module

10) The QoC Criteria Evaluation module sends its results to the Aggregator module
11) The Weight and Requirement Assignment module sends its results to the Aggregator

module
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12) The Weight and Requirement Assignment module informs the Ranking module the
ranking method to be used

13) The Aggregator module sends its results to the Ranking module
14) The Weight and Requirement Assignment module informs the Selection module how

many context providers the User requires
15) The Ranking module sends the final ranking to the Selection module
16) The Selection module returns the final list of context providers that fulfill the User

requirements to the Interface
17) The Interface returns the list to the User

4. Prototype and Evaluation
In order to evaluate the proposed model for the architecture, a prototype implementing its
main functions was developed. The programming language used was Java, and the GUI
was developed using the Netbeans IDE.

Figure 2. The ”Add New Dimension” prompt window. It allows users to describe
new methods for criteria through Java code

The Interface()Figure 3) has sliders ranging from 0 (Not Important) to 1 (Most
Important), with big steps in order to save the user time fine tuning assignments. It
also allows the addition of new criteria and their respective sliders and method codes
through the ”Add New Dimension” button, and the selection of ranking and aggregation
methods (those are combined e.g. “Weighted Average - descending order”). Currently,
the methods are described through Java code(Figure 2). The Interface also provides the
option to select if context providers that are not of the specific type required by the user,
but that can generate similar data (e.g using accelerometer information when the required
provider type is “seismometer”) will be a part of the ranking.

The QoC Criteria Evaluation module was implemented using several of the defi-
nitions found in the literature, for parameters such as Up-to-Dateness, Completeness and
Battery Life. Values vary from 0 to 1, as modeled.

The QoC Weight and Requirement Assignment module also uses the 0 to 1 range
variation, and does not use the comparative approach proposed in CASSARAM, but rather
the defined weights directly.

The QoC Profiles implementation has used a simple method to verify its feasibil-
ity. An algorithm was implemented that picks the first definition related to an application
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description as standard. The standard remains so until some other definition for the same
application differs too much from it(1/3 of criteria with a difference of at least 0.2 be-
tween one user assignment and the other). When this happens before 10 definitions are
made, the default action is to no longer show those definitions to users until it reaches
that number of definitions, when the new definition is obtained through average. If it does
not differ, the standard remains. While not ideal, this algorithm shows that, given the
proper attention in order not to allow the problem of divergent definitions to cripple it,
QoC Profiles can be a valuable aid for users to save time using predefined assignments.
The current number of definitions required was defined as 10 to make tests easier.

The Search module currently reads a dummy file containing a list of descriptions
for available providers and sends it to the Interface.

Based on the approaches shown in the literature, two aggregation methods were
implemented for the Aggregator module: Weighted Average (Equation 1) and Eu-
clidean Distance Based (Equation 2). EDB is based on the approach presented in
[Perera et al. 2013], modified to solve a problem where the ranking was inverted. The
equations for these two methods are described in the next subsection.

The implementation of these two showed that different methods can be used for
aggregation. Also, tests using pseudo-random values showed that Weighted Average is
more than two times faster and has better results than EDB, because the standard deviation
for WA is smaller in at least 80 % of the cases, and in the cases where EDB has a better
result the difference towards WA is smaller than a hunredth.

Also, three different ranking methods were implemented for the Ranking module,
using ascending, descending and random order. This made it easier for different scenarios
to be tested. The descending order makes it easier to detect failing context providers, and
the random order can be used for statistical studies.

4.1. Equations

Equation 1 for the Weighted Average aggregated QoC value assignment is as follows:

WAvg =

∑n
i=0(Ci ∗Wi)∑n

i=0Wi

(1)

Where Ci is the quality value for criterion i obtained through the QoC Criteria
Evaluation module and Wi is the assigned weight for criterion i.

Equation 2 for the Euclidean Distance Based method is described as:

EDB = 1−

√√√√
n∑

i=1

[Wi(Ud
i − Sαi )2] (2)

WhereWi is the normalized weight assigned through the sliders for criterion i(that
is, the ratio between the assigned weight and the sum of all assigned weights), Ud

i is the
user-defined ideal value for criterion i and Sαi is the value attributed to sensor α, (α being
any sensor in the complete set of evaluated sensors) for criterion i by the QoC Criteria
Evaluation module.
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Figure 3. Interface implemented in Java. On the top left, the ”Add New Dimen-
sion” button and the selector for ranking method and ordering. On the top right,
options to select or add profile, define maximum radius, sensor type and required
number. On the bottom, the sliders that enable weight assignment for criteria

5. Conclusion

The research made has shown that with the growing numbers of IoT capable devices, the
need for methods that allow selection of devices amid those has increased.

Since the solutions shown in the related works that focus on QoC based selection
did not present an architecture that allowed new criteria evaluation methods to be added,
the Rhadamanthys Architecture was proposed, and its main aspects were detailed in this
paper.

Advantages of the Rhadamanthys Architecture compared to other solutions in-
clude the QoC Profiles that enable users to inform their needs with ease, and the possibil-
ity of adding new criteria evaluation methods.

To prove the proposal feasible, a prototype implemented in Java, with a GUI
developed with the Netbeans IDE was made. It confirmed that the architecture is capable
of, within the described QoC value assignment model used, supplying different needs,
allowing different configurations that can make it easier to detect the best or worst context
providers and to make tests with random selections. It was also shown that the QoC
Profiles might be an option to help users describe needs concerning context providers for
applications.

This work has also shown that EDB is not an efficient method for aggregation, and
the original algorithm in [Perera et al. 2013] results in inverted rankings.

For future works, evaluations to determine the overall performance of the system
with large amounts of simulated providers are planned. Also, the implementation of a
QoC Criteria Evaluation module to be installed on the IoT devices is going to be made,
in order to verify if a performance gain on the server side where the main system is based
is possible without sacrificing too much of the device battery, memory and processing
power.

The interactions between the Search module and the providers should also be bet-
ter studied. Other ways to describe methods for calculating criteria informed by the user
will be studied. The evaluation will also involve at least one use case with opportunistic
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networks. Interface improvements, new interactions and studies on security concerns are
also planned.
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