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Abstract. Introducing programming logic to students with varying backgrounds is
challenging for different reasons. To address this challenge, tutors may use various ap-
proaches, including computer games. Although there is a vast literature on this topic,
few studies focus on accessible environments that allow students to run and share code.
Hence, we conducted a small case study on one online group of CS0 to capture (using
a survey) students’ perspectives (N =48) on our teaching method that introduces
programming logic through gamification on Google Colab. Our quantitative analyses
suggested that using games positively affected students’ motivation on CS0 topics.
Moreover, the average failure rate of CS0 groups (between 2020 and 2021) was
higher than the one using our proposed method (26.2% and 17.4%, respectively).

1. Introduction
In today’s era of digitalization and technological advances, possessing computer skills

is crucial. To equip students from various fields with computational skills and programming
logic, universities worldwide offer introductory courses even for students not directly related
to computing, such as mathematics or engineering [Resnick and Rusk 2020].

Several studies have applied game thematic to introductory programming CS0 and
CS1. For example, [Stephan et al. 2020] presented a multimedia game to engage students
in learning programming concepts, while others adopted robot fights for the same pur-
pose [Lapeña et al. 2022]. Moreover, [Koppurapu 2021] used interactive development plat-
forms (Jupyter Notebook) to introduce programming concepts while students built a board game.

Although digital games have proven valuable in teaching programming concepts,
few studies have explored game ideas with independent platforms like Google Colab. Only
[Koppurapu 2021] has been identified to adopt Jupyter Notebook to teach computational
thinking to K-12 students.

To address this gap in higher education, we conducted a case study to examine how
learners perceive our pedagogical intervention, which incorporates gamification elements during
a real-life CSO group (N=48). We used a survey to collect data and conducted quantitative and
qualitative (composite narrative) analysis procedures. This work aims to answer the following
research question:

Which elements of our pedagogical intervention (e.g., gamification, automatic
feedback) do students perceive as relevant to their learning?

The present work has the following structure: In Sections 2 and 3, we discuss concepts of
digital games and outline related works. Next, we sketch our pedagogical approach in Section 4,
whose results and the corresponding discussion we discuss in Sections 5 and 6, respectively.
Finally, we list some threats to validity (Section 7) and conclude this work (Section 8).



2. Background

A digital game is a rule-based system that rewards players for performing actions. These
actions accumulate as players work to overcome challenges and achieve specific goals. Because
of these characteristics, combined with an engaging narrative and visual design, digital games
have the potential to engage players fully [Plass et al. 2020]. Engagement is crucial for mo-
tivating players to voluntarily persist in performing a task. This property of games is especially
relevant in educational settings where students need to learn specific topics [Plass et al. 2020].

There are three main approaches to introducing game dynamics in pedagogical
interventions: game-based learning, playful learning, and gamification. Game-based learning
involves completely reformulating learning activities using game properties and educational
theories. On the other hand, playful learning combines game dynamics with other resources,
such as pedagogical techniques, to make learning activities enjoyable. Finally, gamification
involves adding game elements like rewards and rankings to traditional learning activities.

The present work uses gamification to introduce essential elements of digital games,
such as object movement and collision detection, in programming logic activities. The goal
is not to develop complex games but to leverage game elements to enhance learning.

3. Related Works

The literature on using digital games in computer programming education is extensive,
but we focus mainly on works that teach programming using gamification at the undergraduate
level.

Several works reported the benefits of playing or developing games in computer
programming teaching. For example, some studies have discussed the positive effects of gam-
ification on students in programming learning [Maŕın et al. 2018], attitude towards learning the
subject [Domı́nguez et al. 2013], or collaboration in remote sessions [Knutas et al. 2014]. In
contrast, other studies found that games moderately impacted motivation [Rodrigues et al. 2021]
and achievement [Chang et al. 2020].

Regarding playing a game to learn, the literature has discussed several games using
different mechanics or dynamics elements. For example, [Stephan et al. 2020] presented a
four-stage game based on CodeBlock and multimedia components (SFML library) to teach
programming concepts, named GameProgJF. CoMA [Bachtiar et al. 2018] is a web-based game
that uses a leaderboard, challenges, and allows students to compete against colleagues during
Java learning. In another way, several studies have used the RoboCode game environment to
engage students in producing robot tanks to fight each other on a battlefield [Lapeña et al. 2022].

In addition to creating “mini-worlds,” few studies have explored the potential of
interactive development platforms incorporating game elements to teach programming concepts.
For example, only one study, [Koppurapu 2021], has utilized a Jupyter Notebook for students
to implement a board game as the final product of a computational thinking course.

Finally, other works have adopted game ideas to teach programming beyond playing
or building digital games. For example, [Llerena-Izquierdo and Sherry 2022] used the escape
room theme to reinforce learning in Python. These rooms were created in Google Forms and
combined videos, QR codes, and questions about Python topics that students must interact
with to complete a sentence and leave the corresponding room.



Our work builds on previous literature using the Google Colab platform, which is
easy to access and independent of any specific programming environment. In addition, we use
gamification to teach fundamental programming concepts. Finally, by adopting this approach,
we aim to engage students and improve their understanding of programming logic.

4. Method
This section presents the context of the CS0 course (Section 4.1) and our pedagogical

intervention (Section 4.2), focusing in how we used the Pygame library as a motivational
factor. Finally, we discuss our data collection and analysis procedures in Sections 4.3 and 4.4.

4.1. Our Context
Programming Logic (CS0) is a mandatory course for all students in the first academic

term of our university’s interdisciplinary science and technology program. As a result, students
with varying levels of programming experience are expected to enrol. The course spans 12weeks,
with two hours of practical classes each week. However, due to the COVID-19 pandemic, the
2020-2021 cohort attended the CS0 course entirely online. Professors gave students synchronous
or asynchronous classes through the Moodle Learning Management System. For the September-
December 2021 term, we offered a course combining synchronous and recorded classes.

4.2. Pedagogical Intervention
Table 1 presents the subject syllabus for our CS0 course, which has been informed

by our previous work [Zampirolli et al. 2021b]. We designed the first five weeks of the course
to help students become gradually comfortable writing and executing simple code that produces
meaningful results, focusing each week on a specific topic. This approach prepares students
for the more formalized algorithmic thinking introduced in the sixth week and helps reduce
anxiety for those who have never programmed.

Table 1. CS0 syllabus

Week Content

1 Development Environments
2 Databases with Pandas Python Library
3 Graphs of Functions
4 Descriptive Statistics
5 Correlation and Linear Regression
6 Sequential Programming
7 Conditional Programming
8 Loops
9 Modeling and Simulation 1
10 Modeling and Simulation 2
11 Review
12 Final Exam

To enhance student engagement and facilitate discussion of topics covered in weeks 6 to
10 (Sections 4.2.1 to 4.2.4), we have introduced gamification elements in our current iteration of
the course. Throughout the course, we also use Google Colab and explanatory videos to present
technical terminology in a language that is more accessible to students, reducing potential
language barriers and promoting inclusivity in the classroom.



The course assessment strategy consists of five parametrized tasks (40% of the final
grade) focusing on the latest topic discussed, which students receive before each class. These
submissions are automatically graded using the integration of MCTest, Moodle, and VPL. In
addition to these tasks, there is a final exam (40% of the final grade) and a final project (20%
of the final grade). The final project requires students to explain the code of one of the games
available on Program Arcade Games.

4.2.1. Sequential Programming

We utilize gamification to introduce fundamental programming concepts gradually, i.e.,
one by one. This approach allows students to observe how these concepts combine to form a sim-
ple but complete game by week 10, preventing them from feeling disoriented. In week 6, we in-
troduce the sequential structure by discussing the first part of the game, as illustrated in Figure 1.

Figure 1. Game part one - Showing its screen using sequential structure.

The previous weeks prepared students to understand the first part of the game: showing
the game screen. Such an approach allowed us to focus on the changes caused by the order of
steps of sequential structure and relate to the previous concepts. In weeks 1 and 2, we introduced
the meanings associated with importing library (lines 2−3) and the notion of variable (line 6).
This discussion was supported by a tiny program where students had to import the math lib,
use one of its functions and store its return value. Next, weeks 3 to 5 focused on manipulating
different functions (e.g., plotting simple graphs) with some variation of parameters (lines 4,6−8).

We omitted the details of the jogo library (Figures 2 and 3) from the students, but we
replicate here the code for use by the community. The jogo class sets up some game character-
istics (e.g., predefined colors). In contrast, the drawScreenColab method is responsible to
turns the game screen into an image and displaying it in Colab (as a screenshot of a hidden GUI).

Figure 2. The jogo library, defined in the file jogos.py

http://programarcadegames.com/


Figure 3. drawScreenColab method of the jogo library

4.2.2. Conditional Programming

Google Colab has limitations on running codes based on Pygame, including the
impossibility of controlling game elements. We used this limitation to introduce a problem
to the students in the seventh week: How could our game be automatically set to run on our
local computer (to get more interactivity) or on the Web?

This actual scenario was the basis for introducing the conditional idea and purpose.
First, we used visual materials (diagrams) to exemplify the behaviour of the if statement using
different examples of increased complexity. Then, founded on this understanding, we presented
the if statement per se, reusing the previous examples.

Finally, we returned to the opening question and discussed the evolved drawScreen
method with students, as illustrated in Figure 4. This method exemplifies conditional game usage
on lines 22,25,28,29,31, and 35. Furthermore, we left on the Colab detailed instructions to stu-
dents on downloading the source code, installing Python and Pygame and running the code.

Figure 4. drawScreenColab method with conditionals statements

4.2.3. Loops

To introduce the looping idea, we asked students how to move a rectangle (line 10) on
the screen game. Similar to the previous topic, we used visual aids and increasing complexity
examples to discuss the loop behavior. Next, we returned to our main program (Figure 1) and



made gradual improvements to create the version shown in Figure 5 1. We started by having the
rectangle glide smoothly to the right until it collided with the right edge of the screen, changing
its color to blue (lines 16−17). Then, we had it smoothly glide to the left (line 19) until it
touched the left edge, with this process repeating 25 times as defined in line 11.

Figure 5. Code to illustrate the movement of rectangle to introduce loop.

4.2.4. Modeling and Simulation
During our modeling and simulation classes, we concluded our game that simulates

the movement of a car and an asteroid in a two-dimensional space. We introduced methods
to detect collisions in two-dimensional spaces to simulate the game. When the game is run in
Colab, the car moves randomly left or right until it touches an edge or collides with the asteroid.
If the game is run in the computer’s console, the car’s movements are controlled using the arrow
keys. All four Colab files for the game are available here.

Figure 6. Final game GUI

4.3. Data Collection
We conducted two voluntary surveys to gather data from students in our programming

course. The first survey was administered at the beginning of the course and collected
1Adapted from dainf.ct.utfpr.edu.br/petcoce/wp-content/uploads/2013/09/

document.pdf.

https://drive.google.com/drive/folders/1-gCkn2KasyU8OA8lpvinZZV3jgFJbqAF
dainf.ct.utfpr.edu.br/petcoce/wp-content/uploads/2013/09/document.pdf
dainf.ct.utfpr.edu.br/petcoce/wp-content/uploads/2013/09/document.pdf


demographic information and academic interests related to learning programming. We
explained the purpose of the research to the students, emphasized that participation was
voluntary, and outlined our procedures for protecting their privacy. The second survey was
administered before the final exam and followed a similar structure to the survey used by
[Zampirolli et al. 2021b]. It included 11 Likert-based questions and one open-ended question
to gather feedback on the course content and strategies.

4.4. Analysis Methods
To analyze the data from surveys, we followed a four-step process. First, we organized

the data into a manageable format that allowed us to perform further analysis. In the second
step, we coded the few open-ended answers using inductive coding. Next, we explored the
Likert answers to determine which statistical methods would be more appropriate for analyzing
the data: parametric or non-parametric. Finally, in the last step, we applied the chosen methods
to the Likert answers.

5. Results
In the first survey, we asked students if they would prefer to learn programming by devel-

oping a game. Out of the 48 students who responded, 45 of them (94%) indicated a preference
for this approach. However, three students (6%) reported that they preferred a different approach
but did not provide any alternative suggestions. When asked about their learning goals for the
course, most students (73%) indicated that they hoped to learn the programming language and
better understand the technology around them. A smaller percentage of students indicated they
had no prior knowledge of the subject (7%) or wanted to practice programming logic (20%).

The second survey received only 32 responses (67%) for the Likert questions (Table 2).
We analyzed these responses and found that most of the questions resemble a normal
distribution, i.e., skewness or kurtosis between −2.575 and 2.575 for 99% confidence level
(CL) [Ryan 2013], except for Q14 and Q15. Therefore, we used a non-parametric method
(Wilcoxon Signed−Rank) for these two questions and an equivalent parametric method
(t−test) for the remaining. Next, we applied Cronbach’s Alpha and obtained .86, indicating
that Likert data had good internal consistency. Finally, we tested the hypothesis below.

H0 : all approaches had a neutral effect on students’ learning, mdn=3.
H1 : all approaches positively affected students’ learning, mdn>3.

Table 3 displays the results of a one-group t−test measuring students’ perception of
the value of our learning approaches. The findings indicate that most questions differ from
the null hypothesis (H0). For example, students’ preference for our library (Q3) was highly
regarded, with a median score of 4, t(31)=3.30, p<0.01, ES=moderate (.57). In contrast, the
assistant (Q10) did not receive as positive a response, with a median score of 4, t(31)=2.38,
p>0.01, ES=small (.41).

Similarly, students perceived automatic correction and feedback as helpful, as indicated
in Table 4. For example, the results for the first approach suggest that the alternative hypothesis
(H1) is statistically significant by the one group Wilcoxon Signed−Rank test, N = 31,
T=7.60, p<0.01, ES=large (.88).

Finally, 11 students (≈ 34%) answered the open-ended question with an average length
of 186 words (STD=69). Most students (n=10) requested more accessible weekly checklists
or PE resolutions during synchronous lessons. One student left a message of gratitude.



Id Question

9 Regarding the sequence of subjects in Table 1, do you think it was adequate for CS0?
10 Were assistants helpful in teaching/learning (e.g., lists of exercises, theory, etc.)?
12 Do you agree with using the same PE for all classes, which leads to LEVELING evaluations and

apprenticeship (e.g. by lists on Moodle), however, without suppressing the professor’s autonomy in
teaching methodologies?

14 Do you think that the AUTOMATICAL CORRECTIONS of the Moodle exercises, which gave marks
automatically, were constructive in learning?

15 Concerning FEEDBACK (Python error messages that arise when assessing an activity) of the exercises
on Moodle, do you think it helps the learning process?

17 Considering the INDIVIDUALIZED LISTS OF EXERCISES, with slightly different statements and
in shuffled order (emailed to the students), do you think they helped DIMINISH PLAGIARISM in
the course and therefore contributed to the learning process through FAIRER evaluations?

18 Do you think drawing questions from a larger QB reduces plagiarism? For example, for a list of five
multiple–choice questions, some works assert that one should draw them from a QB with at least 25
distinct items (see tandfonline.com/doi/abs/10.1080/02602930020022273).

19 What is your GENERAL evaluation of CS0 concerning GENERAL TEACHING resources employed
in the lectures (Slides, Notebooks, Videos, etc.)?

23 What is your GENERAL evaluation of CS0 for resources employed in ASSESSMENTS (Moodle,
Lists, Automatic Assessment, etc.)?

24 What is your OVERALL assessment of using the Pygame library as a MOTIVATION to learn
programming logic?

Table 2. Post-class Likert questions

Table 3. t−test analysis for all questions, except Q14 and Q15

Q t df p−value Mean Std. Deviation Median Effect Size (ES) Power (CL=99%)

Q9 6.73 31 <.01 4.2 .9 5 .86 .99
Q10 2.38 31 .012 3.6 1.41 4 .41 .47
Q12 7.92 31 <.01 4.2 .87 4 .86 .99
Q17 8.91 31 <.01 4.3 .81 4 .86 1
Q18 3.75 31 <.01 3.75 1.24 4 .59 .82
Q19 7.72 31 <.01 4.25 .91 5 .86 .99
Q23 7.60 31 <.01 4.2 .9 4 .86 .99
Q24 3.30 31 <.01 3.7 1.17 4 .57 .79

Table 4. Wilcoxon Signed−Rank analysis for questions Q14 and Q15

Q T Median z−score Effect Size (ES) Power (CL=99%)

Q14 7.60 5 <.01 .88 .99
Q15 3.30 4 <.01 .59 .79

6. Discussions

Our study suggests that incorporating gamification and automatic correction
feedback into CS0 courses can improve students’ motivation toward building their pro-
gramming understanding. Our gamification findings are consistent with the results of
[Maŕın et al. 2018, Domı́nguez et al. 2013], who reported that gamification is an effective
way to motivate students to keep studying and learning programming logic. Moreover,
automatic correction and feedback seemed to help students by contrasting their actual
performance against the required one, in line with previous studies [Araujo et al. 2021],

tandfonline.com/doi/abs/10.1080/02602930020022273


including ours [Zampirolli et al. 2021b, Zampirolli et al. 2021a, Borovina Josko 2021].

Over ten years, from 2009 to 2019, our university offered a total of 734 groups of the
CS0 course, with an overall average failure rate of 24.8%. However, during the pandemic years
of 2020 and 2021, 111 of these groups were conducted under quarantine conditions, resulting
in a higher average failure rate of 26.2%. To address this issue, we introduced a motivational
method that uses games as part of our pedagogical intervention. As a result, the failure rate
was lower in a group that used this intervention, at 17.4%.

These results suggest that incorporating games into the curriculum can help improve
student engagement and performance during challenging times. However, the sample size of
the group that received this intervention was small, and further studies with larger sample sizes
are needed to fully assess this approach’s effectiveness.

7. Threats to Validity

Historically, CS0 courses at our university have had students with diverse programming
backgrounds. However, in this case study, we could not determine the variation among the
students who attended our group compared to others. Therefore, it is likely that our study’s
participants do not fully represent the population of students being studied.

8. Conclusions

This study examines the initial impacts of our teaching approach, which involved
gradually building a simple game and incorporating automatic grading and feedback to
introduce programming logic. The gaming approach was based on the Python programming
language’s Pygame library, and it could be run on a computer console or simulated in
Google Colab. In addition, we analyzed the feedback of 48 participants who reported that our
approach effectively supported and motivated their learning process.

While the method proposed in this article has received positive feedback, further
research is needed to draw more conclusive results. Specifically, a comparative study involving
control classes would allow for a more comprehensive analysis of students’ ability to apply
their acquired knowledge.

Data Availability Statement

The data supporting the findings of this study are available here.
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