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Abstract. Context: In software development, looking for ways to save time and
systematize the process is necessary. Problem: Lack of clarity regarding the
aspects necessary for adopting BDD. Solution: Present guidelines for imple-
menting BDD. Method: Identify and present via a mind map such guidelines
through a Design Science Research approach. Expected contribution: The
potential assistance in improving processes and software products through the
correct adoption of BDD.. The link to the video with additional information is:
https://youtu.be/TQ2pOc8G1xg.

1. Introduction

The software architect is the professional responsible for building software, considering
internal and external factors such as the architectural standard and the clients, respectively
[Kruchten(2008)]. For an architect to successfully develop software, one must have kno-
wledge of the aspects inherent to its creation, such as the existing frameworks, to achieve
the objectives aimed at maintaining software quality.

A framework is defined as a structure that serves as a basis for the construction of
applications to be developed systematically. There is also a need for the frameworks used
in software architecture to be able to meet such expectations focused on agile methods,
for example, the framework Behavior-Driven Development (BDD), used in the life cycle
of a system [Bruschi et al.(2019)].

BDD focuses on behaviour according to what the software is expected to perform,
so there is better interaction between those involved in requirements elicitation to con-
tribute to greater assertiveness in the delivery of releases. The BDD structure defines
software behaviour using the “given-when-then” pattern, which can be expressed in na-
tural language, specific to the domain and then executed through automated tests. In this
way, there is better communication between those involved in the process to improve the
delivery of the final product concerning the validation of the elicited requirements.

Since BDD is a framework used from requirements elicitation to software imple-
mentation and maintenance, communication between stakeholders and the development
team is necessary to contribute to the quality of the software delivered. Thus, when using
BDD in software development, the people involved are essential for BDD to achieve its



objective proposed by Dan North [North(2006)]: a framework that assists in communica-
tion and delivers releases according to expected behaviour. This study involves people,
process and technique to maintain the system’s quality as a whole.

According to Brooks [Brooks and Bullet(1987)] no single software meets all re-
quirements; software is built based on customer needs and needs to maintain the quality
inherent in its execution. Furthermore, according to Boehm [Boehm(2006)], over time,
software needs to meet new demands, so there is a need to seek to achieve what the cus-
tomer expects regarding its final product.

To seek improvements regarding the development and evaluation of software
[Shaw(2002), Shaw(2003)], the objective of this research is to “Analyze studies on BDD,
with the purpose of characterization, with respect to adoption and application, from the
point of view of researchers and practitioners, in the context of software development”.
To achieve the proposed objective, we defined the following research questions:

• What is the current state of the art of BDD?
• What is the current state of practice of BDD?
• Are the discovered guidelines replicable in teams that do not use BDD?

To answer the research questions, we used the Design Science Research metho-
dology to subdivide our study into three knowledge bases: Systematic Literature Review,
Survey and Case Study - ISO/IEC/IEEE 25010 Standard. Based on the results found in
these studies, we will be able to carry out a case study with a team that does not use
BDD to validate the guidelines identified by previous studies regarding the adoption of
this framework.

2. Behavior-Driven Development (BDD)
In 2003, Dan North [North(2006)] created the Behavior-Driven Development (BDD) fra-
mework, used throughout the software lifecycle. BDD is a framework that focuses on sys-
tem behaviour. Written in gherkin language, the framework has gained notoriety among
both researchers and industry, bringing benefits such as better communication and reduced
time in delivering releases, in addition to greater assertiveness in eliciting requirements
[Pereira et al.(2018)].

BDD is proposed through the “3 amigos” technique, where a meeting is held
between the product owner, tester and developer to specify objectively and concisely the
behaviour expected by the system when eliciting the requirements, in this case, the user
stories and their acceptance scenarios, to outline the behaviour expected by the software.
Since such stories must be written directly and clearly to achieve the proposed objective,
BDD needs to make its scenarios testable [Silva and Fitzgerald(2021)]. Thus, it is clear
how BDD can collaborate to elicit non-functional requirements [Santos et al.(2024)].

According to Bruschi et al. [Bruschi et al.(2019)] improved communication th-
rough BDD results in better collaboration between those involved in the process since
the requirements are standardized by the “3 amigos” to also help in the documentation
and automation of tests and factors necessary for validation. Furthermore, with the time
saved by reducing rework, the team can focus on other activities inherent to the software.
Therefore, after outlining the requirement to be implemented, the next step is to write it
using BDD following the gherkin language.



From this point on, the functionalities begin to be written, implemented and va-
lidated, seeking to maintain the objective expected by the requirements elicited in each
release to deliver what is expected by the system. In addition to assisting in the com-
munication and collaboration of the parties involved [Couto et al.(2022)], because it is
written in simple language, BDD also helps in the dynamic documentation of the system
[Pereira et al.(2018), Silva and Fitzgerald(2021), Nascimento et al.(2020)].

Living documentation refers to the agility required for updates in process docu-
mentation. With such aspects, it is expected that the use of BDD will bring savings in time
and money, as it reduces the need for rework due to poor quality releases, has better qua-
lity validation [Binamungu et al.(2018), Moe(2019)], in addition to a better understanding
of the code [Guerra-Garcia et al.(2023)].

3. Design Science Research

Design Science Research is a methodology that has been used over the years in the
area of Information Systems [Horita EA et al.(2020)]. According to Hevner et al.
[Hevner et al.(2010)], research in Information Systems is composed of two strands: De-
sign Science and Behavioral Science. Furthermore, the authors reported that both strands
are complementary; thus, they correlate, as shown in Figure 1.

Figura 1. Relationship between Design Science and Behavioral Science

Design Science Research seeks to create innovative artefacts through methods
inherent to this type of research to improve the artefacts’ effectiveness and usefulness in
the real context [Horita EA et al.(2020)]. While Design Science seeks to deliver artefacts,
Behavioral Science, through the delivered artefacts, seeks to present the truth about the
adoption of the artefacts. Thus, the correlation between the two approaches is perceived as
being at different stages of the same cycle. Therefore, Figure 2 presents the methodology
approach inherent to this study.

Through a systematic literature review, we identified how BDD has been rese-
arched and used to explain the perspective of researchers and professionals. With the
results found, we conducted a survey that presented the point of view of professionals
who use BDD in their work routines to explain their perception regarding this framework.
Furthermore, a case study identified how BDD elicited non-functional (quality) require-
ments through the performance efficiency characteristic expressed in the ISO/IEC/IEEE
25010 Standard [Santos et al.(2024)].



Figura 2. Design Science Research

Through these studies, we could outline guidelines for adopting BDD, which will
finally be validated through a case study with a team that does not use this framework.

4. Partial results

Below are summaries of the partial results found in the studies inherent to this research.

4.1. Systematic Literature Review

We identified the main points related to the adoption of BDD, from the study methodology
to where it is most applied and with which tool1. According to Shaw [Shaw(2002)],
it is used in Software Engineering as a research strategy to analyze aspects of software
development by creating an analytical model, generally, and then validating it in a formal
analysis or user experience. Thus, we could understand the main characteristics related to
BDD (analytical model) when we perform a Systematic Literature Review. Through the
Survey, we could validate our results with professionals who use this framework.

4.2. Survey

Through the data obtained in this study, it was possible to observe the point of view of
43 professionals who use BDD in their work activities to characterize this framework,
making it possible to advance the understanding regarding BDD and also strengths and
weaknesses inherent to its adoption. We inferred that it is necessary to have experience
using BDD to achieve the potential expected by the framework, so its adoption has be-
nefits such as quality in delivery and readability. The lack of experience in using BDD
directly impacts the performance of work activities, so the more experience is gained in
using the framework, the fewer situations will be considered harmful regarding its adop-
tion.

4.3. Case Study - ISO/IEC/IEEE 25010 Standard

BDD presented positive results from eliciting non-functional requirements, carrying out
objectively among team members, and automating tests to meet the proposed acceptance

1This study has already been approved at the Simposio Argentino de Ingenierı́a de Software presented
at Jornadas Argentinas de Informática (JAIIO 53). We are waiting for the proceedings to be published.



criteria [Santos et al.(2024)]. Regarding the elicitation stage of non-functional require-
ments, since they are considered more complex, it is expected to have difficulty carrying
out this stage. Through the gherkin language used by BDD, there was a better unders-
tanding of what to expect from the behaviour of the software, so the user stories were
described with a clear purpose. Through this study, the necessary steps for eliciting non-
functional requirements were perceived to present the need to validate the requirement
through user stories and their respective acceptance criteria and to identify whether what
was expected by the software was achieved. Thus, this research contributed to understan-
ding the elicitation of non-functional requirements with BDD, which was used in practice
in a real situation.

5. Future steps
Finally, we will conduct a case study with teams that do not use BDD to validate the
guidelines we identified through the Design Science Research approach. We aim to help
professionals who use BDD in their work activities and researchers who seek to unders-
tand and research this framework.
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