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Abstract. The InterSCSimulator is a scalable, open-source Smart City simulator. The primary use of this tool is to evaluate complex Smart City scenarios and to test Smart City systems such as software platforms and applications. This simulator was already used in different contexts, such as to generate workload to Smart City platforms experiments, to evaluate the impacts of autonomous vehicles systems, and to assess the impact of a new subway line in São Paulo. This paper presents the main features and use cases of the InterSCSimulator, providing an information source to possible new users and contributors to this project.

1. Introduction

Performing tests and experiments of Smart Cities systems can be a challenging activity for different reasons. For example, it is hard for a research group to have all the required equipment for large scale experiments such as sensors and actuators. Moreover, some scenarios need more complicated and expensive equipment, such as vehicles and smart meters. The use of simulators that can simulate smart city scenarios and devices can help in the development and experiments of commercial and research applications.

InterSCSimulator is an open-source, large-scale, smart city simulator [Santana et al. 2017]. It has been used to simulate different scenarios in the last years, such as smart parking applications, subway lines, and bus models. InterSCSimulator can simulate different entities, such as vehicles, sensors, and subway stations. Also, experiments showed that the simulator could execute very large-scale scenarios with

1InterSCSimulator repository - https://github.com/ezambomsantana/smart_city_model
more than 18 million entities in one-day simulation [Santana 2019]. All videos, papers, and documentation are available in the InterSCity project site\(^2\).

The simulator is useful in several distributed systems and computer networks contexts, such as vehicular networks, Internet of Things, and large scale distributed applications. This paper presents the implementation of InterSCSimulator. In Section 2, we show the main architectural components of the simulator and describe the features of the InterSCSimulator, such as the map representation and the traffic models. Also, in Section 3, we describe some of the projects that already used the InterSCSimulator. Finally, in Section 4, we present our conclusions and point out future work.

2. InterSCSimulator

The main features of the InterSCSimulator are the representation of the city map, the city train and subway systems, the simulation of sensors, and the mobility models. Also, the architecture of the simulator allows the addition of new smart city entities and models.

2.1. Features

There are two aspects of the InterSCSimulator features, the representation of the city entities, and the models that control the behaviors of the entities. For example, we implemented the city road and subway network using a graph model. The list of the most important features of InterSCSimulator are:

- **The city road network** is a digraph with the city roads modeled as edges and the intersections as nodes. There are many attributes in the streets, such as maximum speed and elevation. Also, it is possible to model special lanes in the graph, such as cycle paths and exclusive bus lanes. The **train and subway network** is also modeled as a graph, the stations are the nodes, and the edges connect the neighboring stations. The main attribute of the edges is the average travel time between the connected stations.
- There are different **vehicles** in the simulator, such as cars, buses, and bikes. All of them have mobility models that calculate the speed of the vehicles in the edges of the city road network.
- **The bus system** includes bus stops and timetables. People can wait for the bus in the stops and enter the buses when one vehicle comes in a link with a stop.
- **People** can travel between different points in the city road network using different transportation modes. Also, people can use the train/subway system when they are in nodes that contain a station.
- **The sensors** can generate data using simple or complex models. Also, it can create data based on events of other entities. For example, a temperature sensor can generate values based on a statistical distribution in time intervals. Also, a parking spot sensor can change its state when a car arrives or leave the spot.
- **Locations** can generate people that travel to other locations. For example, we can model a hospital which generates and attracts travel using a distribution.
- It is possible to define **Traffic Lights** in the road network intersections. For example, those actors can be used to improve traffic models or to test traffic synchronization algorithms.

\(^2\)InterSCSimulator site - https://interscity.org/software/interscsimulator/
2.2. Architecture

InterSCSimulator has a three-layer architecture. The first one is the Sim-Diasca, a framework that provides general-purpose simulation features such as a simulation time manager, a load balancer, and a base actor model [Song et al. 2011]. The second layer is composed of the smart city agents developed in this research and also the city infrastructure. The third layer is the scenarios that researchers can create using smart city agents. Figure 1 presents the complete architecture of the InterSCSimulator.

Figure 1. InterSCSimulator Architecture

Figure 2 presents how the InterSCSimulator works. The simulator has a set of input files, some of them required, and other optional. With those inputs, the Scenario Definition component reads the files and creates the actors. After, the Scenario Execution simulates the events and save a log with all the events in the output file.

The InterSCSimulator input files describe the entities and infrastructure that will be simulated. There are three required files (the first three in Figure 1) and other optional files. The three required files are config.xml that describe general configuration such as the simulation time, map.xml with the city graph, and trips.xml with all the people and travels that must be simulated. Moreover, there are optional files such as the one to describe the subway system, the bus system, traffic signals, and sensors.

In the execution end, the simulator saves an XML or CSV file with all the simulated events. Examples of events are car movement from a link to another one in the city...
graph, data generated by a sensor, or the beginning of one subway travel. All the events have the simulation time, the actor that generated the event, and the location of the event. Some events have other attributes, such as the total distance and time in a final travel event. Then, we can use this file to make an analysis of the data or make an animated visualization of the simulation, such as Figure 3.

3. Use Cases

The InterSCSimulator was already used in different contexts. For example, we used the simulator to evaluate the scalability of the InterSCity Platform [Del Esposte et al. 2017] and also to simulate a new subway line in the city of São Paulo. All the use cases are based on the São Paulo simulation scenario. To create this scenario, we used the following datasets:

- Origin-Destination (OD) Matrix derived from a survey conducted by the city sub-
way company for the year 2012\textsuperscript{3}. This survey contains more than 42 million travels for a day in the city.

- The map of the city based on OpenStreetMap\textsuperscript{4}. We created a digraph with more than 50 thousand nodes and 180 thousand links.
- The bus lines and stops of the city provided by the Municipal Transportation Secretary. The city has more than 15 thousand buses, and almost 20 thousand bus stops.
- The subway network of the city provided by the Metrô Company. We created a graph with 89 nodes, all the stations of the city.

3.1. InterSCity platform experiments

The InterSCity platform is an open-source microservices-based platform to enable collaborative research, development, and experiments in smart cities [Del Esposte et al. 2019]. The platform handles requirements to support the development and deployment of integrated smart city services and applications in different domains such as transportation, health-care, and environmental monitoring. We integrated the InterSCSimulator and the InterSCity to perform the platform scalability experiments and also to test smart city applications. The integration is performed in two ways:

- **Application Request:** An agent access an application deployed in the platform, making an HTTP request to a platform service that sends a response with the data requested. The simulator agent must handle the response and change its behavior.
- **City Infrastructure:** The simulator also simulates city sensors that generate data and send it to the platform. This data is sent to the platform using a queue system deployed on the platform.

Figure 4 presents the integration of the platform and the simulator. The application request integration is at the top of the figure, showing that the simulator makes a request and receives a response from the platform. The City Infrastructure integration is at the bottom of the figure, showing that the simulator sends sensor data to the platform.

The InterSCity research group tested a Smart Parking application using simulator-platform integration. The scenario was: (1) The car agent sends a message to the Parking Controller Agent asking for a parking spot; (2) the agent makes an HTTP request to the platform seeking a parking spot; (3) the platform seeks for a parking spot, and (4) the platform sends a parking spot and its location; (5) the driver changes its route to go to the parking spot. When the driver stops the car in the parking spots, update the state of the spot sensor on the platform.

As it is not easy to perform scalability experiments in real environments, the platform developers used the simulator integration to generate a massive workload to the platform. The simulated scenario was the Smart Parking application in the morning peak hour in the city of São Paulo. The simulation had more than 400 thousand simulated cars, based on the São Paulo scenario. Each car made one or more requests to the platform, searching for a parking spot. The simulator developers executed more than 50 experiments using the simulator, aiding them to find many problems in the platform implementation, and achieve the desired scalability.

\textsuperscript{3}Origin-Destination Survey - http://goo.gl/Te2SX7

\textsuperscript{4}OpenStreetMap - https://www.openstreetmap.org
3.2. Digital Rails

Autonomous vehicles (AVs) technology brings new solutions and challenges for urban mobility. The development and adoption of AVs have the potential to reduce traffic jams and increase traffic safety. However, despite the advancement of automation technology in both research and commercial environments, fully autonomous vehicles requiring no human intervention are not expected to be available in the short-term.

A work investigated the Digital Rails (DR), a proposal to allow AVs to share the roads with conventional vehicles, with minimal changes to the current cities’ infrastructure. DR consists of dedicated lanes for AVs that allow AV platoons to traverse arterial roads at high speeds, and synchronized traffic signals coordinate the traffic with regular vehicles. On roads with DR lanes, traffic signals on successive intersections should be synchronized to allow the platoons to travel without stops. Designers first elaborated on the proposal for Digital Rails at a design consultancy firm called Questtono\(^5\).

The analyses evaluated the impact that such a system could have on traffic using simulations based on the city of São Paulo. The DR simulations expanded the InterSC-Simulator implementing a couple of features on the simulator, such as the synchronized traffic signals, the exclusive AV lanes, and the AV movement model. Figure 5 presents the DR network simulated in the city of São Paulo.

To simulate the impact of the DR in the city, it was created a scenario based on the simulation presented in the São Paulo scenario. We executed four simulations, the first with 0% of DR vehicles, the second with 25%, and the last with 75%. As expected, the average travel time increased when the ratio is 0, because the assignment of a lane for DR decreased the road capacity on the selected arterial ways. With 25% of vehicles able to use DR, the average travel time was lower or very similar to the benchmark scenario. For ratios greater than 50% of vehicles able to use DR, all average times were lower than the benchmark. With 100% of vehicles able to use DR, the travel times were about 65% of

\(^5\)https://www.questtono.com/en/
We also analyze travel times considering only vehicles that are not able to use DR. With a ratio of 25% of vehicles able to use DR, the average travel time is equal or lower than in the benchmark scenario. For ratios higher than 50%, the average travel time is smaller than in the benchmark scenario. Finally, for 75% of vehicles able to use DR, the average travel time is between 67% and 79% of the benchmark scenario.

3.3. São Paulo Subway

InterSCSimulator allows the comparison of large-scale mobility scenarios. The Traffic Engineering Group from the Polytechnic School from the University of São Paulo used the simulator to evaluate the impact of a new subway line under construction in the city of São Paulo, especially in the Paraisópolis community, one of the largest underprivileged neighborhood of the city. This subway line will have two stations in the community, and it will have a significant impact on the population’s access to quality transportation.

In their work, they examined four simulated scenarios based on the São Paulo scenario and compared their travel time, financial cost, and carbon footprint of the simulated population. They based all the scenarios on realistic changes that might occur with the new subway line. They simulated the entire community population (approximately 44 thousand people) and other cars from the city to generate car traffic. In each scenario, people that used car or bus in the original simulation changed the travel mode to the subway when the required walking distance in the destination to a subway station was smaller than 1.5 kilometers.
The simulation showed that the users of buses could benefit from a decrease in their trip time, and car uses can have economic benefits with the new subway line. For example, of the population that used cars in the original scenario, approximately 1,500 had their travel times decreased, and 4,000 had their travel times increased. The people that had their travel time increased by more than 30 minutes (around 2,000 people) are unlikely to change their travel mode. However, since the cost reduction can be very substantial (mainly when taking into consideration parking fees), even some of them might prefer the subway.

4. Conclusions and Future Work

InterSCSimulator was already useful for the support of different research, such as the experiments of distributed systems, the simulation of several city scenarios, and to test new traffic models. The simulator is scalable, allowing the test of small or extensive scenarios and is extensible, supporting the development of new scenarios for different research groups. The code of the simulator, all the generated datasets, and supporting tools are open-source.

As future work, we intend to improve the architecture of the simulator to allow distributed execution, it is already possible, but it is not easy to configure. We also aim to create a real-time visualization tool, as the current tool only works with the complete events file. Regarding new scenarios, we plan to develop new actors such as trash bin and trash trucks, taxis, and smart meters.
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