A Solution for Goal-oriented Policy Refinement in NFV Management and Orchestration Systems
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Abstract. In this thesis, we propose an automated policy refinement procedure for NFV-MANO systems based on planning and description logic reasoning. It is implemented in ATOM, a framework that enables NFV-MANO to record high-level goals and performs a fully automated policy refinement that derives enforceable rules to govern NFV-MANO behavioral choices. Besides, ATOM provides a semantic verification system to find inconsistencies among policies. Experiments have shown that our solution scales well considering realistic scenarios with different sizes.

1. Motivation and Problem Statement

Network Function Virtualization (NFV) technology will play a significant role in 5G networks since they allow network programmability and the fast delivery of new services. However, management in NFV scenarios is a complex task once delivering such Virtual Network Functions (VNFs) and Network Services (NSs) over the physical infrastructure requires flexible and adaptable NFV Management and Orchestration (NFV-MANO) systems [Giotis et al. 2015]. The increasing complexity of the NFV-MANO has widened the gap between human intention and the managed system behavior. Therefore, new solutions are certainly necessary to reduce this gap and improve these complex systems’ management.

In this context, Policy-based Management (PBM) systems can be used to enforce NFV-MANO functions as a way to deal with this increased complexity. PBM systems are the key enablers to provide flexibility and adaptability in NFV-MANO systems. Assisted by policies, NFV-MANO functions can be provided in an automated fashion, aiming to meet the dynamic requirements of Network Service Orchestration (NSO) and Resource Orchestration (RO). An NFV-PBM system refers to the management of rules governing the behavior of NFV-MANO. However, PBM is not a straightforward task [Riekstin et al. 2016]. This situation is exacerbated when considering its application in the management of NFV systems, since NFV-MANO must offer several functionalities in a flexible and adaptable way. In this scenario, a fundamental issue regarding NFV-PBM systems arises, namely, policy refinement.

Policy Refinement is the process of transforming high-level policies (goals), which are not directly executable in a management system, into directly enforceable, low-level policies [Bandara et al. 2004]. Policy refinement is a nontrivial process, and it remains
a much-neglected research area. It has been severely dismissed due to its inherent complexity [Machado et al. 2017].

In most systems, policy refinement is done manually [Rochaeli 2009]. Such situation imposes a number of problems. First, whenever the refinement process is required, the presence of an expert is usually necessary. Moreover, refining policies manually for large and complex systems consists of a tedious and challenging task. The scale of changes can be vast, leading to improper specifications of enforceable policies due to human errors. Therefore, for NFV systems, we argue that it is crucial to accomplish this procedure in an automated way. An automated refinement process, based on expert knowledge, should reduce the gap between human intention and the NFV system behavior.

A fully automated refinement process still constitutes an open issue and a highly desired goal. Besides, to the best of our knowledge, no other work in the literature has described an automated refinement scenario applied to NFV-MANO operations. In this thesis, we tackle the issue of providing a functional solution for automated policy refinement in policy-based NFV management and orchestration systems based on planning and Description Logic reasoning.

![Figure 1. High-level ATOM Architecture.](image)

2. Proposal

We propose the AuTomated POlicy Refinement SysteM for NFV (ATOM). It aims to deploy a solution for automated goal-oriented policy refinement for NFV-PBM systems, supporting the following refinement requirements:

- Requirement 1 (RT1): Support to Goal-oriented refinement;
- Requirement 2 (RT2): Support to detection and resolution of policy conflicts (policy analysis);
• Requirement 3 (RT3): Verification of impact of administrative guidelines on the managed systems’ performance;
• Requirement 4 (RT4): Support of runtime decision making in a policy-managed environment;
• Requirement 5 (RT5): Dynamicity regarding current or future system states, and topology changes;
• Requirement 6 (RT6): Capabilities’ orchestration.

It is noteworthy that the implementation of an NFV-PBM is not part of the scope of this thesis. Instead, ATOM aims to assist and improve the operation of these solutions. An example of an NFV-PBM architecture can be found in [ETSI 2017].

Figure 1 illustrates a high-level view of the ATOM architecture and how each functional block interacts with the NFV-MANO component. It comprises three (3) independent subsystems: NSChecker, NSPlanner, and Feedback Module. They interact with both NFV-MANO and NFVI to execute their functionality. We highlight them below.

1. **NSChecker**: is a semantic verification system to find inconsistencies among policies defined in NS Request (NS-Req) (NS Policy (NS-Pol)) and global policies previously created in the NFVI (NFVI Policy (NFVI-Pol)), i.e., application-specific policies. NSChecker has three primary functions. First, it enables the operator or NFV-MANO to record both NFVI physical and virtual resources, as well as their policies (NFVI-Pols), working as an NFVI Resources Repository (NFVI-RR). Besides, it helps NFV-MANO to record all instantiated NSs, working as an NFV Instances Repository (NFV-IR). Finally, once an NS-Req is received, NSChecker assists NFV-MANO to record policies extracted from Network Service Descriptor (NSD) and carry out the detection and diagnosis of conflicts between NS-Pols and NFVI-Pols. To achieve its objectives, NSChecker uses a semantic model (ontology) in Web Ontology Language (OWL) 2 [Krötzsch et al. 2012], called Onto-NFV, to describe the NFV Infrastructure (NFVI), NSs, and associated policies. Policy analysis is carried out through Description Logic (DL) inconsistency verification summoned by a DL reasoner;

2. **NSPlanner**: provides a goal-oriented policy refinement and semantic verification system. It accomplishes three primary functions. First, it enables the operator to record different types of alarms to be used in the refinement process. Second, NSPlanner supports NFV-MANO to record high-level goals extracted from NSD and to perform a fully automated policy refinement, that derives enforceable policies (Event-Condition-Action (ECA) rules) to govern NFV-MANO behavioral choices, while satisfying the goals. Finally, NSPlanner carries out policy analysis between management-specific policies, i.e., rules that will be generated by the refinement process and stored in NFV-PBM to govern system behavior. To attain the above functionalities, NSPlanner combines the efficiency of Hierarchical Task Network (HTN) planning systems with the DL expressivity. Concerning HTN, it relies on a well-founded HTN planner to execute Goal-oriented policy refinement procedures. All the planning domains (e.g., methods, operators, precondition and effects) should be described using this planner’s formalism. Besides, NSPlanner proposes the use of an ontology in OWL 2 [Krötzsch et al. 2012], called Onto-Planner. With Onto-Planner at hand, NSPlanner explores the richer DL expressivity to describe in detail state constraints and axioms, facts about the current
state of the world, and non-functional parameters about actions (e.g., subject, target, trigger events) and maintain them. Besides, policy analysis is carried out through DL inconsistency verification;

3. **Feedback Module**: a monitoring system that aims to capture monitoring data from both the network and computer resources. Thus, the operator can measure and analyze results and verify if the enforceable policies are fulfilling high-level goals. If any inconsistency is detected, the operator can update the inconsistencies, creating new alarms, for instance.

Jointly, **NSChecker** and **NSPlanner** meet the following refinement requirements: RT1, RT2, RT4, RT5, and RT6. To achieve Requirement 3, ATOM relies on the **Feedback Module**.

Figure 2 displays an overview of ATOM operation, once received an NS-Req. Before starting, we assume that the operator has previously defined all physical and virtual NFVI resources as well as NFVI-Pols using NSChecker. We also assume that all alarms, as well as the planning domain model, have already been created by an expert knowledge using NSPlanner. Hence, having received an NS-Req, the NFV Orchestrator (NFVO) extracts the NS-Pols and requests NSChecker to record those policies (steps 2 and 3). Next, NFVO queries NSChecker for possible conflicts between NS-Pols and NFVI-Pol (steps 4 and 5). In the presence of these conflicts, NSChecker generates possible explanations, and NFVO interrupts its operations to create an alert for whom requested the service. Otherwise, if no conflict is detected, the NFVO proceeds by extracting the goals specified in NS-Req and requiring NSPlanner to record those policies (steps 6 e 7). In its turn, NSPlanner enables NFVO to ask for a plan (sequence of actions) to be performed in order...
to achieve the recorded goals (steps 8 and 9). With the generated plan at hand, NFVO can then request the NFV-PBM to apply the generated ECA rules (steps 10 and 11), enabling automatic control of NFV-MANO functions.

Finally, it is worth noting that the three ATOM subsystems are independent of each other. For example, an operator could deploy them in different Docker\textsuperscript{1} containers.

3. Results

We developed an NSChecker prototype in Java, which provides a RESTful interface that can be used by any NFV-MANO available, such as Open Baton\textsuperscript{2} and Open Source MANO\textsuperscript{3}. We validate NSChecker’s capability on a small scenario with three typical use cases, showing that it supports conflict detection concerning the following policies: precedence of network functions, resource usage, and location. Finally, we conducted a performance evaluation of our tool over some real topologies. The results demonstrate that NSChecker is efficient even in scenarios with 50,000 NFV Infrastructure Nodes (NFVI-Nodes).

Moreover, we developed an NSPlanner prototype in Java, which provides a RESTful interface that can be used by any NFV-MANO available. We validated NSPlanner’s capability under three use cases, showing that it supports conflict detection concerning managing-specific policies. Finally, we conducted a performance evaluation of our tool. The results show that NSPlanner is efficient even in scenarios with 1000 goals and 1000 alarms pre-registered.

Therefore, based on the NSChecker and NSPlanner experiments, we can conclude that ATOM can be properly applied to production environments as an auxiliary tool to an NFV-MANO framework, accomplishing a goal-oriented policy refinement procedure and detecting and diagnosing possible conflicts among policies before the deployment of new NSs.

4. Related Work

In this section, we refer only to studies that have relied on logical formalisms in their policy refinement procedures. Table 1 lists differences between these works and ATOM, which is the primary element of our thesis proposal. These differences take into account the requirements presented in Section 2.

It is remarkable that all above works use refinement methods that are known to be undecidable, i.e., there are no guarantees that they can derive an answer [Hölldobler and Kuske 2000]. On the other hand, ATOM uses both DL and HTN in the refinement process, which are methods known to be decidable [Erol et al. 1994, Georgievski and Aiello 2015]. Furthermore, none of the above works met requirements 3 and 6. Only the work of Bandara et al. offered a solution that accomplishes both refinement and policy analysis. In this context, a fully automated refinement process is still an open issue. To the best of our knowledge, no other work in the literature has provided an automated refinement scenario applied to NFV-MANO operations. In this thesis, we

\begin{itemize}
  \item \textsuperscript{1}Docker website: https://www.docker.com
  \item \textsuperscript{2}Open Baton website: https://openbaton.github.io/
  \item \textsuperscript{3}Open Source MANO website: https://osm.etsi.org/
\end{itemize}
Table 1. ATOM - Comparing related works.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Policy Refinement Method</th>
<th>Goal-oriented Refinement (RT1)</th>
<th>Policy Analysis (RT2)</th>
<th>Verification (RT3)</th>
<th>Runtime Decision Making (RT4)</th>
<th>Dynamicity (RT5)</th>
<th>Orchestration Capabilities (RT6)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bandara et al. (2003)</td>
<td>Event Calculus with Abductive Reasoning</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Bandara et al. (2004, 2006)</td>
<td>Event Calculus with Abductive Reasoning</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Rubio-Loyola et al. (2005, 2006, 2007)</td>
<td>Linear Temporal Logic with Model Checking</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Rochandi, Tadig (2009)</td>
<td>Description Logic-Based Model Checking</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Current et al. (2010, 2011)</td>
<td>Event Calculus with Abductive Reasoning</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Machado et al (2014, 2015, 2017)</td>
<td>Event Calculus with Abductive Reasoning</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>ATOM</td>
<td>HTN Planning with Description Logic</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
</tbody>
</table>

intend to deal with this problem. As shown in Table 1, ATOM aims to meet all the refinement requirements of an NFV-PBM system.

5. Contributions and Publications

In a broader perspective, ATOM achieves the following contributions:

- The Onto-NFV ontology, which deploys a vocabulary with its complex relations and constraints of the domain, expressive enough to describe NFVI, NSs, and associated policies; Onto-NFV supports the description of the following application-specific policies: network function precedence, location constraints, and resource usage;
- The Onto-NFV axioms and Semantic Web Rule Language (SWRL) rules that provide a policy analysis of application-specific policies, based on DL reasoning;
- The NSChecker prototype, a semantic verification system that provides to an operator or NFV-MANO an NFVI-RR, an NFV-IR, and a tool to detect and diagnose conflicts between NS-Pols and NFVI-Pols;
- A language for describing goals in NFV environments;
- The Onto-Planner ontology, which offers a vocabulary with its complex relations and constraints of the domain, expressive enough to describe and maintain state constraints and axioms, facts about the current state of the world, and non-functional parameters about actions (e.g., subject, target, trigger events);
- Its axioms and SWRL rules analyses management-specific policies, by DL reasoning;
- The NSPlanner prototype, that provides to an operator or NFV-MANO an automatic goal-oriented policy refinement procedure. Besides, it relies on a semantic verification system to detect and diagnose conflicts between management-specific policies;
- The modeling of a planning domain for the fault management problem in NFV systems;
- The Feedback Module that enables the operator to verify if the enforceable policies are fulfilling the high-level goals. If any inconsistency is detected, the operator is able to eliminate this inconsistency by updating the refinement pattern.

The ATOM source code is available at the following GitHub repositories: https://github.com/michelsb/atom and https://github.com/michelsb/atom-feedback.
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