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Abstract. The development of smart contracts presents significant challenges compared to traditional software development, such as the immutability of the blockchain. This paper presents a systematic literature review (SLR) that aims to understand the limitations and challenges faced by smart contract developers on the Ethereum Virtual Machine (EVM). Among the main challenges identified are language restrictions, infrastructure limitations, and the lack of sufficient information on interface patterns and implementation specifications. Existing proposals are difficult to understand, with complex formal verifications that require advanced technical knowledge. Additionally, the scarcity of accessible educational resources for training new smart contract developers represents a major challenge to be overcome. In this regard, the SLR seeks to identify opportunities for improvement and innovation in the field, as well as validation and evaluation strategies to make the smart contract development process more efficient and secure.

1. Introduction

Smart contracts are one of the key innovations of blockchain technology, enabling the creation of new forms of decentralized applications with characteristics such as immutability, transparency, and privacy [Angelis and Ribeiro da Silva 2019, Khan et al. 2019]. The Ethereum Virtual Machine (EVM) is responsible for enabling the writing of high-level code instructions and their autonomous execution on the blockchain.

Despite the advantages offered by smart contracts, their development still faces considerable technical challenges, including the complexity of the programming language and the lack of supporting tools. Throughout the process of conception and implementation, smart contract developers face several challenges, with a critical issue being the creation of immutable smart contracts [Zeng et al. 2022, Feist et al. 2019, Li et al. 2021, Dharanikota et al. 2021, Jiao et al. 2020a]. This requires a differentiated approach to writing, validating, and implementing an application since correcting errors in deployed code is a complex. Additionally, the understanding of smart contracts by non-technical users is a significant challenge [Qasse et al. 2021], as the relationships between elements and available resources are not presented in a clear and visually understandable way.
The development of smart contracts on the EVM platform requires knowledge of both the mechanism’s operation and the high-level language used to write smart contracts. However, the programming language commonly used to write smart contracts, such as Solidity, can present challenges for developers, especially beginners, leading to errors and vulnerabilities in smart contracts [Garamvölgyi et al. 2018]. Additionally, the language’s semantics can be obscure and difficult to understand, even for experienced programmers [Dharanikota et al. 2021].

Contract modeling is a recurring concern in the field of contract development. Researchers have highlighted the importance of using software engineering techniques to minimize human errors in contract creation [Velasco and Carvalho 2022, Ait Hsain et al. 2021, Chirtoaca et al. 2020, Hamdaqa et al. 2022, Santiago et al. 2021]. Among the software engineering techniques, Model-Driven Architecture (MDA) and Model-Driven Engineering (MDE) stand out, as they allow high-level modeling, enabling the creation of intelligent, secure, and reliable contracts. MDA is an architectural approach, while MDE is a more comprehensive methodology that encompasses the entire software life cycle, from conception to code generation.

This paper presents a systematic literature review (SLR) that aims to understand the limitations and challenges faced by smart contract developers on the EVM. The SRL aims to identify, based on software engineering techniques, proposals for facilitating and innovating the development of these smart contracts, as well as validation and evaluation strategies for opportunities of improvement and innovation in the field. The focus of the SLR is to identify barriers and obstacles to smart contract development, gather information on existing proposal validation and evaluation methods in the literature, and identify promising research horizons for making the smart contract development process more efficient and secure. The aim is to contribute to the advancement of smart contract development, enabling the creation of new decentralized applications that explore the properties of the blockchain in a safe and efficient manner.

The following sections provide a detailed overview of the research conducted. Section 2 presents the concepts that guide this SRL. Section 3 presents the research methodology adopted for the SLR. Section 4 discusses the results obtained for each research question. Finally, in section 5, the main findings of the SLR are discussed, highlighting their implications for smart contract development on the EVM.

2. Background

Blockchain technology enables decentralized and immutable storage of information [Angelis and Ribeiro da Silva 2019, Khan et al. 2019]. Additionally, this technology enables the creation of smart contracts, which are digital contracts capable of automatically executing agreed-upon clauses without the need for intermediaries. These contracts are recorded on a blockchain, allowing all involved parties to verify the authenticity and integrity of the information. Smart contracts have facilitated the development of decentralized applications (DApps) that operate autonomously on a peer-to-peer (P2P) network, enabling transactions to be automatically executed based on predetermined conditions in the smart contracts.

The Ethereum Virtual Machine (EVM) is an essential platform for the creation and execution of smart contracts and DApps. Contracts are executed as autonomous and in-
dependent objects within the EVM, but with limited resources and restricted access to external file systems and information [Antonopoulos and Wood 2018, Buterin et al. 2014]. Each operation performed on the EVM incurs a cost measured in gas, and to avoid the waste of resources in malicious or repetitive transactions, need to set a limit. The creation of contracts on the EVM is carried out through programming languages such as Solidity or Vyper. Furthermore, other blockchain platforms, such as Hyperledger Besu, EOS, Tron, Cardano, and Polygon, are EVM compatible, allowing contracts to be written on one platform and reused on others, which facilitates DApp development.

3. Research Methodology

The methodology used in this research for the systematic literature review followed the approach described by [Nakagawa et al. 2017], which is composed of three phases:

1. Planning: In this phase, the research objective is established, and an evaluation protocol is developed. This includes the definition of research questions, search strategy, research sources, keywords, and synonyms, selection criteria (inclusion and exclusion), and data extraction form.

2. Conduction: In this phase, the protocol defined in the previous phase is executed. This involves carrying out a broad search in the chosen databases, applying the inclusion and exclusion criteria, thoroughly reading the identified articles, and extracting the data.

3. Conclusion: This phase refers to the dissemination of the results and discussions obtained in the previous phases. It involves summarizing the findings, analyzing and interpreting the data, and drawing conclusions that address the research questions. These conclusions are then disseminated through publications, presentations, or other means of communication.

3.1. Research Questions

To meet the objective of this SLR, four research questions were developed and are presented below:

**RQ1:** “What are the common limitations and challenges faced by smart contract developers on the EVM?” Identifying the barriers and obstacles that hinder smart contract development allows for the creation of more efficient and secure solutions, as well as contributing to the evolution and growth of the technology.

**RQ2:** “How are software engineering techniques being used to facilitate or innovate the development of smart contracts for the EVM?” Identifying the approaches used in smart contract development helps to detect methods, trends, and, most importantly, research opportunities.

**RQ3:** “What are the methods used by authors to validate or evaluate proposals in the smart contract development field for the EVM?” There are several approaches in the smart contract development field that aim to make the process more efficient. These approaches employ the use of methods for validation or metrics for evaluation. In this sense, gathering and grouping the methods that authors have used aims to assist new research in this process.
RQ4: “What are the opportunities for improvement and innovation in the smart contract development field for the EVM?” With the constant evolution of blockchain technology and the growing use of smart contracts, there are several opportunities for innovation and research in this field. Thus, it is important to identify possible research horizons to make smart contracts more efficient and secure.

3.2. Keywords and Search String

The search string for this SLR was generated from a pilot search whose primary objective is to assist in identifying the most suitable search string for the SLR goal [Brereton et al. 2007]. The pilot search can be conducted based on the main terms that guide the research question and/or with the input of experts [Keele et al. 2007]. As results are obtained in each search database and the refinement process takes place, a main string is defined.

During the pilot phase of the research, appropriate keywords were selected to align with the research objectives. Since the focus of this investigation is on smart contract development, the pilot search was scoped to encompass keywords related to software engineering techniques, with a specific emphasis on Model-Driven Engineering and Model-Driven Architecture. As noted by [Ait Hsain et al. 2021], the Model-Driven techniques are relevant for constructing solutions in smart contracts, as they improve the efficiency and productivity of the development process. Furthermore, the search included the terms Framework and Code Generation to reflect recent developments that have presented tools to assist in the development process of smart contracts. The search string also included the term Smart Contracts and keywords related to EVM. To refine the search and narrow it down to the most pertinent works, the decision was made to limit the search string to the presence of these terms in the final search. This approach aimed to ensure that the results obtained in this SLR are of high quality and effectiveness.

The main search string was composed of the following keywords and their synonyms, which were divided into three groups: (i) Model-Driven Engineering, MDE, Model-Driven Architecture, MDA, Model-driven, Code Generation, Framework; (ii) Smart Contracts, Smart Contract; and (iii) Ethereum, Ethereum Virtual Machine, EVM. The search string was developed from these groups, grouped with the connector “AND,” and each word in the group with the connector “OR.” The generic search string is presented below:

(“Model-Driven Engineering” OR “MDE” OR “Model-Driven Architecture” OR “MDA” OR “Model-driven” OR “Code Generation” OR “Framework”) AND (“Smart Contracts” OR “Smart Contract”) AND (“Ethereum” OR “Ethereum Virtual Machine” OR “EVM”)

However, due to the number of results in the selected databases, search strings were produced according to the search engine of each platform. The first and second groups should have the keywords appearing in the title. Finally, the third group should appear throughout the document (title, metadata, and text). Table 1 presents the search strings according to the databases.

3.3. Inclusion and Exclusion Criteria

Inclusion and exclusion criteria are used to select relevant articles that meet the objectives and research questions of the SLR. These criteria are defined in advance and help to ensure that the articles included in the review are of high quality and relevance.
Table 1. Search string according to the database

<table>
<thead>
<tr>
<th>Database</th>
<th>Search string</th>
</tr>
</thead>
<tbody>
<tr>
<td>ACM</td>
<td>(Title: “smart contracts” OR Title: “smart contract”) AND (Title: “model-driven engineering” OR Title: “mde” OR Title: “model-driven architecture” OR Title: “mda” OR Title: “model-driven” OR Title: “code generation” OR Title: “framework”) AND (“ethereum” OR “ethereum virtual machine” OR “evm”)</td>
</tr>
<tr>
<td>Scopus</td>
<td>(“Model-driven” OR “Code Generation”)) AND TITLE ((“Model-Driven Engineering” OR “MDE” OR “Model-Driven Architecture” OR “MDA” OR “Ethereum” OR “Ethereum Virtual Machine” OR “EVM”)) AND ALL ((“Ethereum” OR “Ethereum Virtual Machine” OR “EVM”))</td>
</tr>
</tbody>
</table>

Inclusion criteria:
- the article proposes an improvement or innovation in the field of smart contract development;
- the article describes an approach to smart contract development using EVM;
- the article discusses the limitations and challenges faced by smart contract developers; and
- the work presents results from experiments or empirical evaluations of the effectiveness of the proposed approach.

Exclusion criteria:
- the article does not cover smart contract development for EVM;
- the article does not propose an improvement or innovation in the field of smart contract development;
- the full document is not available for reading and;
- the work does not address or have applicability for the EVM platform.

3.4. Conduction

After the planning phase, the execution stage was initiated by submitting the search string to the selected platforms. The Parsif.al tool was used as it assists in all phases of SLR. This process was carried out in early February 2023.

The articles were extracted from the selected databases and submitted to Parsif.al. Duplicated articles were automatically excluded by the tool. Following this, inclusion and exclusion criteria were applied to the remaining articles, such as reading the title and metadata (abstracts and keywords). Table 2 presents the list of articles found and selected for full-text reading.

To facilitate the full-text reading of the articles, a data extraction form was created to assist in answering the research questions. The topics of the form are presented below:
- What are the ways in which the authors facilitate or innovate in the area of smart contract development?
- What are the limitations or challenges faced by smart contract developers according to the authors?
- What are the research or innovation opportunities in the field according to the authors?
- What are the validation or evaluation methods used by the authors?

1Parsif.al is a web-based tool that assists in the planning and conducting of systematic literature reviews and mappings. The tool can be accessed through the website https://parsif.al.
4. Results and Discussion

The following research questions were answered based on the full-text reading of 36 articles and with the support of the authors' experience in this study area. Each of the research questions is addressed below.

4.1. (RQ1) What are the common limitations and challenges faced by smart contract developers on the EVM?

One of the most significant challenges in smart contract development is the immutability of the blockchain, as highlighted by several authors [Zeng et al. 2022, Feist et al. 2019, Dharanikota et al. 2021, Jiao et al. 2020a, Li et al. 2021, Jurgelaitis et al. 2023]. This feature makes the process even more complex than traditional software development, as the smart contract cannot be altered after implementation.

Despite iterative software development allowing for iterations throughout the phases of requirements specification, design, implementation, testing, and deployment, smart contract development can only support iterations before the implementation phase due to the immutability of the smart contract [Jurgelaitis et al. 2023]. This necessitates extra caution throughout the coding process, which includes rigorous testing such as unit and integration testing.

Developing decentralized solutions is a challenging, vague, and error-prone process [Jurgelaitis et al. 2022]. In particular, non-technical users face significant difficulties in this process due to factors such as language knowledge, infrastructure restrictions and limitations, and the relationships between deployed artifacts and resources [Qasse et al. 2021]. Furthermore, [Garamvölgyi et al. 2018] point out that many smart contract developers are new to the field, which can result in modeling errors related to these factors.

Smart contract programming imposes size restrictions that differentiate it from traditional software development architecture, making the process more complex. In addition, the interaction between different smart contracts can be complicated, and there are no guarantees that they meet the requirements and policies required by stakeholders [Tsiounis and Kontogiannis 2022]. It is important to note that smart contract artifacts, such as bytecode, and smart contract information, such as the state of public variables or transaction history, are publicly available, which increases the attention of malicious actors to exploit security vulnerabilities [Dong et al. 2022b].
Smart contract programmers face challenges due to the characteristics of the Solidity programming language. According to [Dharanikota et al. 2021], the language semantics are obscure and only partially understood by experienced programmers. Additionally, the authors of the [Garamvölgyi et al. 2018] have pointed out deficiencies in the language that can contribute to attacks, such as the DAO attack [Dhillon et al. 2017]. These deficiencies, coupled with coding errors, can result in the deployment of vulnerable smart contracts [Ferreira et al. 2020].

The lack of sufficient information in interface standards for smart contracts also hinders the development process [Chirtoaca et al. 2020]. Implementation specifications are often left to the discretion of the programmer, which can negatively impact the quality of the smart contract. Furthermore, even smart contracts that conform to a standard may not meet the required specifications, leaving interactions between them vulnerable [Dingman et al. 2019]. In the EVM model, detecting errors can be difficult since incorrect or nonexistent function calls trigger the fallback function, which requires verifying the supporting interface of the external smart contract [Jiao et al. 2020b].

Developers encounter several difficulties when using vulnerability analysis tools. These challenges include tool installation, limited availability, the need to contact the authors for use [Ferreira et al. 2020]. Comparing these tools is also challenging for developers and researchers due to a lack of information, such as databases, which makes reproducing previous research difficult [Ferreira et al. 2020]. Furthermore, many tools are available to detect vulnerabilities, but the learning curve for each is relatively high [Jiao et al. 2020b]. The work [Dong et al. 2022a] has reported that some of these tools have a low degree of automation and, in some cases, require expert evaluation, making them challenging to use for novice programmers [Jiao et al. 2020b, Yu et al. 2021]. Moreover, as pointed out by [Keilty et al. 2022], in some cases, developers lack knowledge about pre-existing vulnerabilities that could have been prevented, as well as the existence of relevant tools.

Due to the immutable nature of smart contracts, developers seek solutions to update them. One such solution is the use of the Proxy pattern, in which there is a data smart contract and another one with the implementation. However, as [Dong et al. 2022b] points out, this approach presents problems regarding the internal state of the smart contract, particularly in relation to native currency values. In some cases, these values become locked and cannot be transferred to another implementation. Additionally, implementing this solution is not easy for all smart contract developers, as it requires knowledge beyond programming, such as understanding the EVM. In some cases, this renders the deployment smart contract update process unfeasible [Dharanikota et al. 2021].

4.2. \[\text{(RQ2)}\] How are software engineering techniques being used to facilitate or innovate the development of smart contracts for the EVM?

In light of the challenges faced by smart contract developers, code reuse is essential. Initiatives, such as Ethereum Improvement Proposals (EIPs), help standardize solution development [Jurgelaitis et al. 2022]. These EIPs are crucial to ensuring standardized coding within the application context. Additionally, there are community projects, such as OpenZeppelin, that offer code snippets or building blocks to be used in smart contracts. These codes are widely discussed and tested by the community, which contributes to the
security of the process. Thus, it is already possible to find smart contracts implementing standards such as ERC-20, ERC-721, among others.

Writing secure smart contracts is a challenge for developers [Ferreira et al. 2020]. To address this issue, several initiatives aim to identify vulnerabilities in smart contracts from their conception to execution. The scientific community has been working to provide tools that assist developers in writing more secure smart contracts, either through static or dynamic analysis, or to fix already available smart contracts with vulnerabilities. Some research focuses on detecting vulnerabilities [Zeng et al. 2022, Dong et al. 2022b, Dong et al. 2022a, Feist et al. 2019, Wang et al. 2020, Yu et al. 2021, Akca et al. 2019, Keilty et al. 2022], while others aim to gather available tools [Ferreira et al. 2020, Jiao et al. 2020b].

Tools such as the proposal by [Dingman et al. 2019] facilitate the process of testing smart contracts by allowing them to be tested according to software testing practices, which speeds up the runtime of tests. Additionally, there are other tools that allow developers to write smart contracts in Solidity and perform unit and integration tests in the same codebase, such as Hardhat\(^2\) and Truffle\(^3\), using in-memory EVM instances.

Privacy is one of the concerns of some authors [Ren et al. 2021, Bao and Liu 2021]. In [Bao and Liu 2021], authors use model checking and formal verification to protect privacy data in contracts. The proposed tool allows developers to graphically design privacy requirements. Meanwhile, in [Ren et al. 2021], a Multi-party Transaction (MPT) application is used in which developers specify privacy invariants and then generate code to be deployed on the blockchain.

The MDE and MDA approaches have been employed in several works [Qasse et al. 2021, Barišić et al. 2021, Tsai et al. 2019, Jurgelaitis et al. 2022]. In [Qasse et al. 2021], a chatbot that uses natural language to model smart contracts through the IContractML metamodel [Hamdaqa et al. 2022] was proposed, allowing for the creation of smart contracts. In [Barišić et al. 2021], MDE was used to propose a multi-chain contract structure that addresses reliability issues through models. Furthermore, in [Tsai et al. 2019], a framework based on MDE was presented for generating legal contract templates. In [Jurgelaitis et al. 2022], the MDA approach was employed to create a specific model for the Ethereum platform, demonstrating the process of transforming the model into Solidity code. Finally, in [Garamvölgyi et al. 2018], a solution using Model-Driven Development (MDD) was presented for generating code from UML diagrams.

Other tools have been proposed to facilitate or innovate in the area of smart contracts, such as in [Santiago et al. 2021], where a tool was proposed that allows for the writing of contracts at runtime using models in JSON and Typescript. On the other hand, in [Jin et al. 2022], a framework is presented that uses a patching mechanism to repair already deployed smart contracts. The framework works by intercepting calls to the original contract and blocking malicious transactions through another contract.

Additionally, other approaches include the use of UML state diagrams in smart contract generation, as seen in [Garamvölgyi et al. 2018] and [Jurgelaitis et al. 2022]. There are also tools that allow for the writing of formally verified smart contracts,

\(^2\)https://hardhat.org/
\(^3\)https://trufflesuite.com/
as presented by [Dharanikota et al. 2021, Annenkov et al. 2020, Kaleem et al. 2021, Keilty et al. 2022]. In [Chirtoaca et al. 2020], the authors propose a specification language for writing ERC-721 smart contracts, while [Vandenbogaerde 2019] constructs a graph-based framework that allows for representing, querying, and analyzing smart contracts. The work [Tsiounis and Kontogiannis 2022] explores the use of models that allow the use of extended metamodels to represent the necessary actions, tasks, and policies. Finally, some authors explore the automation of business processes using BPMN and blockchain in [Köpke et al. 2023] and [Corradini et al. 2021].

The authors of the work [Kaleem et al. 2021] present a solution for notifying smart contracts about external events and their relationship with the real world. However, this is a challenging task due to the lack of integration with the external world in the EVM blockchain ecosystem. Currently, this proposal is still in the conceptual stage.

In addition to the works previously identified, the review presented by [Ait Hsain et al. 2021] also identified other works that make use of MDE techniques for the development of smart contracts. In the review, the authors identified that the main methods employed in 10 selected works were BPMN, Finite State Machine, and UML, demonstrating the diversity of approaches used in the field. However, in contrast to the review, this SRL identified works that use metamodels, MDA, and MDD, highlighting the variety of techniques and tools available for the development of smart contracts through software engineering techniques.

4.3. (RQ3) What are the methods used by authors to validate or evaluate proposals in the smart contract development field for the EVM?

The development of smart contracts is an area of research in constant evolution. The validation or evaluation of these works is crucial to ensure the security and efficiency of the proposals in this area. Depending on the stage of the proposal and the area of application, the forms of validation or evaluation may vary.

Some of the most common ways to validate or evaluate smart contract proposals include using use cases in smart contract implementation, extracting open or vulnerable smart contracts, conducting comparative experiments with other tools, evaluating with quality metrics, and performance evaluation. Use cases allow for checking the applicability of the proposal in real situations, while the extraction of vulnerable smart contracts helps to identify areas for improvement. Comparative experiments enable the evaluation of the proposal’s efficiency and effectiveness in comparison with other existing solutions, while evaluations based on quality metrics provide a more objective view of the proposal. Finally, performance evaluation allows for assessing the scalability and ability of the proposal to handle large amounts of data.

In Table 3, the forms used by the authors to validate or evaluate their works are presented.

4.4. (RQ4) What are the opportunities for improvement and innovation in the smart contract development field for the EVM?

Smart contract correctness is an important area that needs improvement [Dong et al. 2022b]. Some attempts have been made to solve this problem, such as the proposal presented by [Vandenbogaerde 2019], which proposes a mechanism that
Implementation of use cases in smart contracts.

- Garamvölgyi et al. 2018
- Jurgelaitis et al. 2022
- Tsiounis and Kontogiannis 2022
- Ferreira et al. 2020
- Dharanikota et al. 2021
- Annenkov et al. 2020
- Kaleem et al. 2021
- Li et al. 2021
- Wang et al. 2020
- Medeiros et al. 2019
- Jurgelaitis et al. 2023
- Hamdaqa et al. 2022
- Boubeta-Puig et al. 2021
- Köpke et al. 2023
- Ren et al. 2021
- Tsai et al. 2019
- Bao and Liu 2021
- Keilty et al. 2022

Extraction of open or vulnerable smart contracts.

- Zeng et al. 2022
- Dong et al. 2022b
- Liu 2023
- Vandenbogaerde 2019
- Yu et al. 2021
- Akca et al. 2019
- Jin et al. 2022

Comparative experiments with other tools.

- Dong et al. 2022b
- Feist et al. 2019
- Akca et al. 2019
- Jin et al. 2022
- Keilty et al. 2022

Evaluation with quality metrics.

- Chirtoaca et al. 2020
- Jiao et al. 2020a

Performance evaluation

- Dong et al. 2022a
- Li et al. 2021
- Medeiros et al. 2019
- Ren et al. 2021
- Yu et al. 2021
- Bao and Liu 2021

Table 3. The forms of validation and evaluation used.
Interoperability between blockchains is a critical issue in the development of decentralized applications. Currently, each blockchain has its own rules, standards, and protocols, making it difficult for smart contracts and DApps to interact with each other. The solution to this problem would be the creation of software engineering solutions that allow for the development of blockchain-independent smart contracts, enabling easier interoperability and support for decentralized applications across multiple blockchains [Chirtoaca et al. 2020]. This would increase the scalability and flexibility of the technology, as well as broaden the user base and make the technology more accessible for the industry and end-users.

5. Conclusion

Developers of smart contracts face various challenges and limitations in the process of developing decentralized solutions, such as immutability, size limitations, language constraints, infrastructure, relationships between artifacts, and potential vulnerabilities. Code reuse is an important solution to ensure standardization and security of smart contracts. Writing secure smart contracts is a constant concern, with various initiatives being undertaken to identify vulnerabilities and provide assistance tools to developers. Approaches other than MDE and MDA include the use of UML state diagrams, BPMN, formal verification tools, specification languages, and graph-based structures. The process of testing smart contracts is also facilitated by tools, including unit and integration testing.

However, there is still a lack of solutions that allow for the training of new smart contract developers capable of creating, implementing, and ensuring the security of these smart contracts. Existing proposals are often difficult to understand, involving complex formal verifications or requiring participants to have advanced knowledge in modeling. The use of graphical tools makes it more accessible for new programmers to enter the field, helping with the modeling of smart contracts and models in a more intuitive way. Therefore, it is essential to develop new methods for creating smart contracts that are more secure and less susceptible to human error. This article highlights the importance of software techniques to ensure the security of smart contracts, playing a crucial role in this aspect.

According to [Dingman et al. 2019], the lack of documentation and classification is the primary cause of the proliferation of vulnerabilities in blockchain-based smart contracts. Although there are numerous efforts in academic literature to address these issues, many smart contract developers in the industry do not have access to this information due to a lack of freely available resources. The availability of easily accessible and understandable materials on secure smart contract development, including vulnerabilities and best practices, would be extremely useful for the training of new smart contract developers.
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