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Abstract. GrameStation is a game engine based on Graph Grammar that allows creating and playing games modeled with this language. Graph Grammar is an intuitive formal language, but people who do not have previous experience with it may have difficulty understanding/specifying games in this way. Therefore, we propose an experiment to analyze the support provided by GrameStation during the creation of games modeled as Graph Grammars in order to facilitate this task. We analyzed three groups of people with different levels of knowledge about Graph Grammar. They created a game following provided instructions and answered a questionnaire. It is concluded that GrameStation is suitable for those who have experience with it, but presents gaps for people without experience. These results will guide the implementation of pedagogical agents in the tool.

1. Introduction

Being introduced to the school curriculum in several countries, computing can bring challenges to teachers. Thus, learning appropriate pedagogies for teaching content such as algorithms, programming, and Computational Thinking (CT), becomes fundamental [Sentance and Csizmadia 2017]. In this context, digital games are commonly used as an educational resource because, interactive and visually attractive, they provide fun and stimulate students’ creativity. Among these skills, CT has been intensively explored in the scientific community. It is a problem-solving process based on Computer Science (CS) that should be learned by everyone, not just CS professionals [Wing 2006]. Thus, focusing on this process and proposing a new approach for CS education, mixing educational games, active methodologies, and creative learning, a game engine called GrameStation [Silva Junior et al. 2021] was proposed in which Graph Grammars should be used to create games.

GrameStation was developed on the Unity platform [Technologies 2022] using C# codes and it is based on a mathematical formalism called Graph Grammar (GG) – a visual and formal language used to describe systems and verify properties. Therefore, GrameStation allows making, editing, and running Graph Games. It means that creating a game corresponds to specifying a GG in the tool. However, although intuitive, specifying a GG may be a completely new ground for many. That means they are likely to have a lack of knowledge about fundamental concepts and terms from GG. Thus, in order for GrameStation to reach the general public, it should be able to provide the proper support for presenting this language in a friendly and engaging manner.
Facing this challenge, pedagogical agents were proposed as an effort to help provide direction to users on GrameStation [Silva et al. 2021]. Hence, an experiment was conducted to collect the main feedback from users regarding GrameStation as a way to guide the future implementation of these agents. An experiment, previously conducted, with a focus on analyzing the support given by the tool during the game execution, was presented in [Silva et al. 2022]. In this experiment, it was concluded that the participants did not have difficulty using GrameStation, but rather in understanding how the games should be played. Consequently, the addition of tutorials, as a complement to the visual feedback already provided by the tool, was suggested by the participants.

Therefore, this paper presents a usability and user experience test of GrameStation aimed at analyzing the tool’s support during the creation of games (GG specification) and identifying areas for improvement. We adopt the same empirical strategy suggested by Nielsen (1994) to inspect the usability, which was also used in the first experiment [Silva et al. 2022], conducting tests with real users. Nineteen individuals with CS background were selected to participate in this experiment and each of them created a game in GrameStation. Subsequently, they assessed the platform through the System Usability Scale (SUS) [Brooke 1996] to measure the usability, and the AttrakDiff questionnaire [Hassenzahl et al. 2003] to evaluate the user experience. These resources have already been extensively employed as evaluation methods for educational games [Geraldes et al. 2019, Cardoso et al. 2016, Tolentino et al. 2011].

The rest of this paper is organized as follows. Section 2 provides basic notions of GG. Section 3 presents the GG-based game engine GrameStation and how a user can build games using the tool. Section 4 details the activity applied in this experiment. Section 5 gives an overview of obtained results and highlights some of them. Section 6 discusses the main results of this experiment. Section 7 concludes the paper, discusses research directions, and indicates some future works.

2. Graph Grammar

GG is a formal language [Ehrig et al. 1997] that can be seen as a generalization of Chomsky grammars, replacing strings by graphs, or Petri Nets, with dynamic changes over the system topology and references between tokens [Ribeiro 2000]. In other words, it is a visual way of specifying systems. This language represents the states of a system as graphs and describes its events (transitions between states) with graph transformation rules. Graphs are structures essentially composed by vertices and edges usually represented by points and arrows, respectively. The GG definition used by GrameStation specifies a type graph, that declares the kind of the system elements (vertices and edges); a start graph, that indicates the initial configuration from which the rules can be applied; and a set of rules that change the current state (graph). A rule is composed of two graphs, the Left Hand Side (LHS) and the Right Hand Side (RHS), as well as a morphism that maps the LHS into the RHS, defining what should be consumed, preserved, or created during the rule application. Elements on the LHS that are related by the morphism must be preserved, while those that are not related must be deleted. On the other hand, elements on the RHS that are not in the morphism image must be created. The LHS expresses a condition for applying a rule and the RHS expresses a consequence of its application. For a rule to be applied in a state graph, its condition must be satisfied, that is, it must be possible to map each element on the LHS of the rule to an element of the state graph.
This mapping is called **match** and must respect the type of elements, as well as the source and target of each edge. Thus, the application of a rule changes the state graph by excluding the elements in the match image associated with the deleted elements and adding the elements that must be created by the rule.

Figure 1 illustrates the type graph and the start graph of the Pac-Man game as a GG. The type graph (shown on the left of the figure) declares the existence of Pac-Man, ghosts, fruits, places (grey dots), a counter (pink triangle), and the relations between these elements. The start graph (depicted on the right of the figure) shows one Pac-Man, one ghost, and three fruits in a 3x4 map of places, while the counter indicates that no fruits have been eaten yet.

![Figure 1. Type graph (left) and start graph (right) for the Pac-Man game](image)

The set of rules (Figure 2) includes: **Pac Move**, **Ghost Move**, **Pac Eat**, and **Ghost Eat**. The rules are represented by a pair of graphs linked by an arrow. In Pac Move rule, for instance, the LHS defines the condition to apply the rule: having a Pac-Man in a place that has a way to another one. The RHS, on the other hand, defines the consequence of this rule: the connection of the Pac-Man is removed from its original place and is restored at the next one.

![Figure 2. Rules Pac Move (left, top), Ghost Move (right, top), Pac Eat (left, bottom), and Ghost Eat (right, bottom)](image)

3. **GrameStation**

GrameStation is a GG-based tool used for creating and running games modeled according to this formal language. Since games are represented as GG, it also promotes the development of skills related to CT. These skills are developed both by the person who creates a
game (specifies a GG) and by the person who runs a game (simulates a GG). Silva Junior (2020) detailed how concepts such as data representation, problem decomposition, abstraction, algorithms and processes, and parallelism are developed through the design and simulation of a game (GG). GrameStation is divided into three modules: Grame Builder, Grame Player, and Grame Explorer. These modules allow users to create, run, and find games, respectively.

When specifying a GG in GrameStation, it is possible to import external resources such as images and sounds or use the original resources available in the tool. The user should also create the type graph, which corresponds to a declaration area in the platform, and the start graph, which shows the organization of the game at the beginning. Finally, the rules which define the actions of the game should be created. All games begin with an empty type graph and an empty start graph. In order to specify elements in the type graph, users must define properties such as name, appearance, color, width, height, and rotation (on the x, y, and z axis). In the start graph, users can create new elements by instantiating the ones defined in the type graph. To do this, type and name of the element must be specified. Finally, to specify rules, the user must indicate whether the element to be added will be preserved, created, or deleted by the rule, as well as its type and name. In all cases, source and target are also required if the element is an edge, and the position (coordinates) if the element is a vertex.

To play a game (using the Grame Player module), the user can select, map, and apply the specified rules during the execution. When a rule is selected, the LHS and RHS graphs are shown, and the user should find a match by clicking on LHS elements and then their corresponding elements in the state graph. Besides, GrameStation signals when a match is correct or incorrect.

4. Methods
A total of 19 individuals (with and without prior experience in GG) were invited to participate in this second experiment, of which 11 had previously participated in the first experiment [Silva et al. 2022] and agreed to participate in this one as well. Participants were instructed to create a game using GrameStation and then answer questions regarding their experience with the platform. Two questionnaires were administered: the SUS [Brooke 1996] to collect data on the platform’s usability, and AttrakDiff [Hassenzahl et al. 2003] to gather data on the user experience. The activity was remotely, asynchronously, and individually conducted. All participants had a CS background: 1 doctoral student, 1 master’s graduate, and 17 undergraduate students. The students were enrolled in three different courses (System Analysis and Development, Computer Science, and Computer Engineering) from four different higher education institutions in the state of Rio Grande do Sul: Universidade Federal de Pelotas, Universidade Federal do Rio Grande do Sul, Universidade Federal do Pampa, and Instituto Federal Sul-rio-grandense. GrameStation is not restricted to a specific target audience, but we chose to keep the same group of people with a CS background from the first experiment for the second stage of the analysis to compare the results at the end of both experiments. Additionally, we assumed that the participants, who have a CS background, could focus on the investigated issues in the current state of GrameStation, as they tend to be familiar with digital tools/platforms, graphs, formal languages, and understand actions through automated feedback. Before the activity, all participants read and signed the Free and Informed Consent Form (ICF),
indicating that they decided to participate in the research of their own free will and are aware of the use of their data.

Among the 19 invited people, 6 had some previous experience with GG, so we divided the participants into three groups: a group composed of those who had previous experiences with GG (group 1) and two groups (with 7 and 6 people) composed of those who had no knowledge in GG (group 2 and group 3, respectively). In order to determine which groups the participants would fit into, an initial meeting was conducted. During this meeting, we provided an overview of the activity and asked the participants if they had any prior experience with GG. After the meeting, 2 people from each group dropped out of participating in this second phase, even though they had participated in the first experiment. In this experiment, group 2 was presented with a video introducing the main concepts of GG and an example of creating a game modeled in this language, in order to facilitate the understanding of these concepts. Group 3, on the other hand, received a tutorial briefly describing the main concepts of GG and presented figures of a game created as GG, but without explanations about its creation. We did this so that we could compare the impact of this little experience on creating games in GrameStation. Additionally, all three groups received a document with a briefing for creating the game – that is, instructions on what should be created – and an explanation of the basic actions of GrameStation (such as how to create an element in the type graph and how to edit an element). All three groups did the same activity (created the same game and answered the same questions) and had 16 days to complete it.

Participants were tasked with creating a simplified version of the classic Pac-Man game from the 80s, which involves eating fruits to gather points on a map while controlling the main character and avoiding four ghosts. The instructions for the activity required participants to include at least one Pac-Man character, one ghost character, places on the map, and an objective (a fruit to eat or an object to catch). Additionally, they should create at least one movement rule, one interaction rule between Pac-Man and the ghost, and one interaction rule between Pac-Man and the objective. The Pac-Man game was chosen due to its popularity as most participants would already be familiar with the mechanics of the original game and could analyze and compare how it can be modeled in GrameStation. After completing the activity, participants were asked to upload their created games for evaluation. Each game was individually evaluated based on five components related to the minimum requirements: 1) type graph; 2) start graph; 3) movement rule of Pac-Man/ghost; 4) interaction rule between Pac-Man and ghost (typically leading to defeat); and 5) interaction rule between Pac-Man and the objective (typically leading to victory). Each component was scored as follows: 0 for not completing the requested task; 1 for partially completing the requested task; 2 for completely completing the requested task; 3 for creating something functional beyond what was requested.

Finally, each participant evaluated the experience through a form\(^1\) divided into three categories: demographic information, usability, and user experience. For the demographic information category, we used the MEEGA+ (Model Evaluation of Educational Games) questions [Petri et al. 2016], only replacing the “Subject” field with the “Semester” field, which indicates the current semester of the students. The SUS [Brooke 1996] questionnaire was used to measure usability. It is a simple 10-statement

---

\(^1\)Available (in Portuguese) on: https://curt.link/0vieCZ.
scale that provides a global view of subjective usability assessments, returning a result between 0-100. Each item is scored from 1 to 5 points, with higher scores indicating greater agreement or disagreement with the statements. For statements 1, 3, 5, 7, and 9, the higher the score, the greater the agreement. For the remaining statements, the higher the score, the greater the disagreement. For example, for statement 1, “I think that I would like to use this system frequently”, a score of 5 indicates strong agreement, while for statement 2, “I found the system unnecessarily complex”, a score of 5 indicates strong disagreement. We followed the original scoring rules of the SUS, only translating the statements into Portuguese and replacing “the system” with “GrameStation” where appropriate.

As for the user experience category, the AttrakDiff user experience form was used. AttrakDiff [Hassenzahl et al. 2003] is a questionnaire composed of 28 pairs of antonyms that analyze the user experience based on 4 dimensions: Attractiveness (ATT), Pragmatic Quality (PQ), Hedonic Stimulation Quality (HQ-S), and Hedonic Identification Quality (HQ-I). The ATT measures the global judgment of the system and the user’s perception of quality. The PQ addresses the usability, functionality, and usefulness of the system, to determine if users are achieving the goals using it [5, 15]. HQ-S emphasizes psychological well-being, in addition to evaluating characteristics related to innovation, whether the system arouses interest or has interaction, content, and presentation characteristics. HQ-I analyzes product identification in a social context [5, 15]. All questionnaire items were used according to the original model, only translated into Portuguese. The response format for each item is based on a 7-point Likert scale [DeVellis 2003], with alternative responses ranging from -3 (“strongly disagree”) to 3 (“strongly agree”). We also added a section for participants to discursively answer the questions “What did you like most about creating games on GrameStation?” and “What limitations did you notice in the tool? What could be improved?” as well as an area for general comments. Finally, we asked participants to upload the game created on GrameStation.

5. Results

Among the 19 invited students, 16 finished the activity, and we considered all their answers for the analysis. Regarding demographic information, 11 (68.75%) were male and 5 (31.25%) were female. Fourteen (87.5%) were aged between 18-28 years old, while 2 (12.5%) were aged between 29-39 years old. The rest of the information, such as institutions, courses, and semesters, as well the participants’ familiarity with digital and non-digital games are also available.

Figure 3 (left) shows the score assigned to each component. P1-P6 (in blue) represents the participants of group 1; P7-P11 (in yellow) represents the participants of group 2; P12-P16 (in pink) represents the participants of group 3. In group 2, P9 did not comply with what was requested in items 2 (initial graph creation), 4, and 5 (creation of rules), while P10 did not comply with items 3-5, i.e., did not create any rule. Regarding group 3, P13 only partially completed item 1 (type graph creation); P15 did not comply with items 3-5 (creation of rules); and P16 did not send us the game. The figure also illustrates, on the right, the chart representing the average obtained by each group in each component. Group 1 completed all the requested requirements, while group 3 had more difficulty in creating rules.

---

2Complete demographic information charts available on: https://bityli.com/v2O67.
3The games created by the students have been evaluated and can be found at: https://wp.ufpel.edu.br/pensamentocomputacional/gramestation-pt/jogos/.
Regarding usability, GrameStation had an average score of 75.4 according to group 1, on a scale between 0-100, while group 2 and group 3 had scores of 41.5 and 43.5, respectively. Figure 4 shows the average score of each group for each item of the questionnaire. Item 2 stood out, as groups 2 and 3 found GrameStation unnecessarily complex, particularly group 3. On the other hand, item 3 showed the opposite, as group 1 found GrameStation easy to use, while group 3 had more difficulty in this aspect. For item 4, groups 2 and 3 (with emphasis on group 3) mostly agreed that they would need help to be able to use GrameStation. In item 7, group 1 agreed that most people would learn to use GrameStation quickly, unlike groups 2 and 3. In item 8, groups 2 and 3 found GrameStation too complicated to use, unlike group 1. Finally, regarding item 10, group 3 was the one who most agreed that they would need to learn many things before starting to use GrameStation.

Figure 5 illustrates the average score of each group for each item (pairs of words) of the AttrakDiff questionnaire. We observed opposite results between group 1 and groups 2 and 3 for items 1, 2, 5, and 6 of the PQ category. In the HQ-S category, all three groups presented positive scores for items 16, 17, 18, and 21. However, for item 20, groups 2 and 3 found the tool to be challenging. Finally, in the ATT category, we noticed that group 1 had more positive results compared to the other groups for items 22, 24, and 27.
Regarding the discursive questions\(^4\), in Q1, 8 participants said they liked the visual aspects of GrameStation, such as the variety of colors and icon options, the soundtrack, and the possibility to create and customize elements in detail. Additionally, 2 participants found GrameStation intuitive and the creation of elements simple. Two other participants mentioned that they enjoyed the challenge of thinking in a different way when creating games.

In Q2, regarding what could be improved on the platform, 7 participants made comments related to interface improvements (such as a back button); 3 participants commented on the repetitive flow of the tool for creating items – often basic items (1 participant also commented about this in Q1); 4 participants commented about difficulties related to creating rules. Finally, 6 participants suggested the inclusion of tutorials, documentation, pop-ups, and example games as a way to help new users with the tool.

\(^4\)Available (in Portuguese) on: https://curtlink.com/naMYA6M.
6. Discussion

We divided the participants into three groups according to their knowledge of GG as we had hypothesized that it would impact creating a game in GrameStation. Therefore considering this separation, the introductory video about GG seemed to make difference to group 2, as the responses of group 3 were more negative in all evaluations.

Regarding the games created by the participants, some design decisions were made due to a lack of knowledge or misunderstandings of the functioning of the GGs. For example, some participants duplicated the type that represents a place (home/position) in the game and all its relations, just to be able to link one place to another (Figure 6). However, this should be done using only one place type and an edge with a source and target in this same vertex. Additionally, some participants created the map in the type graph defining several types of places and relations between them without intending for them to behave differently (Figure 7). In fact, only one type of place and relation should be created, and this map assembly should be done in the initial graph by instantiating these two types. Figure 8 illustrates the type graph and initial graph of a participant of group 1 that successfully completed what was requested and created something functional beyond what was asked.

Figure 6. Type graph (left) and initial graph (right) of a participant of group 3

Figure 7. Type graph (left) and initial graph (right) of a participant of group 3

Concerning the usability category, items 3 and 7 revealed how easier creating a game in GrameStation was to group 1 (people with previous experience in GG). It contrasts with how difficult items 2, 4, 8, and 10 revealed that creating a game in GrameStation was to groups 2 and 3 (people without previous experience in GG). The score agrees with the suggestions left by the participants in the descriptive questions fields about the need of tutorials, documentation, or something similar to help new users in the platform. Most of these comments were written by participants in groups 2 and 3. Group 1’s suggestions, otherwise, were related to technical aspects, such as the suggestion of NAC rules or comments about missing attributes.
Furthermore, we assume that group 1 found GrameStation simple, well-structured, user-friendly, and addictive, for example, precisely because of their familiarity with GG – as opposed to groups 2 and 3, who mainly responded negatively. Moreover, GrameStation is still under development, with several improvements planned to be implemented. Hence, suggestions related to the functional aspect of the platform were already expected. Despite the difficulties faced by groups 2 and 3, both seemed to agree on the quality of GrameStation in terms of its innovation, creativity, daring, and challenge. Lastly, in the HQ-I category of AttrakDiff, all participants agreed that the GrameStation was cheap. Cheap and premium have significantly different meanings in relation to “barato e caro” (in Portuguese). This pair of words is about how the platform feels, but due to the translation, may have been interpreted as the cost/price by participants.

Finally, considering the points raised by the participants in both experiments, the suggestions can be divided into three main points to be addressed/solved by the pedagogical agents. These points are related to: i) **assistance with the tool interface**, so that the agent can help users with questions regarding the GrameStation’s usage mechanics; ii) the **addition of tutorials** to guide the steps of creating and running games in order to facilitate these actions; iii) the **presentation/explanation of terms related to the GG** to familiarize the users with the concepts of this formalism.

7. Conclusions

This article presented a usability and user experience test of GrameStation: a game engine based on GG. In this experiment, considering the creation of the games, participants in groups 2 and 3, who had no previous experience with GG, encountered greater difficulties with the tool. This corroborates the hypothesis raised about people with no experience finding it difficult to specify/understand a GG. In this sense, considering the performance (score of the created games) of group 1 and the usability and user experience evaluation, the GrameStation, in its current state, meets the needs of those who know GG. Additionally, although the number of participants in the activity was not significant, it was sufficient to identify improvements to be implemented. Future work will include increasing the number of participants in further evaluations.

Based on the result obtained from the two experiments, the next step in this work consists of implementing the pedagogical agents on the platform. After implementation, we aim to repeat the test with groups with similar profiles to group 2 and 3, as well as test the tool with other groups, such as people with no Computer Science background and children.
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