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Abstract

The focus of this paper is the design and implementation of dependable quality require-
ments, and their incorporation in the description of software architecture in an explicit and
structured manner. More specificallv, we propose three architectural stvles for developing
dependable collaboration-based software designs based on three notions: (i) the idealized
fault-tolerant component model, (ii) the collaboration /role interaction model, and (iii) com-
putational reflection together with a set of design patterns that focus on providing design
solutions for implementing fault tolerance techniques. namely, error handling, coordinated
recovery and software redundancy. Computational reflection defines a meta-level architec-
ture that is composed of a base level where the application’s logic is implemented and a meta
level where meta components are responsible for implementing the application’s quality re-
quirements in a way that it is transparent to application designers. Application designers can
apply the notion of separation of concerns and concentrate their attention on the functional
requirements, abstracting from the quality requirements.

1 Introduction

Software architectures define the overall structure and organization for designing software sys-
tems. Usually the software architecture is decided during the first design stage in which the
basic approach to solving a specific problem is selected. The software architecture provides the
context in which more detailed design decisions are made in later design stages and a software
system’s quality requirements (or attributes) are largely permitted or restrained by its archi-
tecture. The conception of dependable software architecture can become extremely difficult
as different software quality requirements amalgamate with the functional requirements of the
application (related with what needs to be done. independent of how it is done). In order to
ease the task of constructing dependable software systems. is crucial to apply the engineering
principle of separation of concerns. However, a scheme to support separation of concerns should
provide: (i) separation according the multiple kinds of concerns simultaneously and (ii) over-
lapping/interacting concerns (not simply independent or orthogonal ones) and understanding of
their mutual interference. A key goal of this work is to develop a software architecture within
which multiple quality requirements related to dependability can be expressed coherently and
necessary tradeoffs be made.

In this paper, we focus on the design and implementation of dependable quality requirements,
and their incorporation in the description of a software architecture in an explicit and structured
manner. [n our proposed software architecture. we arc primarily concerned with the provision of
features that would facilitate the design of collaborations that are expected to cope with faults.
For instance, in complex concurrent dependable applications it is interesting to incorporate
explicitly in the description of their software architecture the notion of coordination to support
error handling and coordinated recovery between multiple interacting components.
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We propose three architectural styles for developing dependable collaboration-based software
design based on three notions: (i) the idealized fault-tolerant component model [4], (ii) the
collaboration/role interaction model [8], and (iii) computational reflection together with a set
of design patterns that focus on providing design solutions for implementing fault tolerance
techniques, namely, error handling, coordinated error recovery and software redundancy.

Computational reflection defines a meta-level architecture that is composed of a base level
where the application’s logic is implemented and a meta level where meta components are re-
sponsible for implementing the application’s quality requirements in a way that it is transparent
to application designers. Application designers can apply the notion of separation of concerns
and concentrate their attention on the functional requirements, abstracting from the quality
requirements.

2 Software development phases

Among the different phases of the software development process, the focus of this paper is on
the design and implementation phases. Furthermore, the design phase can be subdivided into
two different stages: architecture definition and detailed design. These phases are presented in
this section.

2.1 Architecture definition

According to Shaw and Garlan [7], the architecture of a software system can be described by
means of architectural styles, that is, as the description of components from which systems
are built, connectors among those components, patterns that guide their composition, and con-
straints on these patterns.

The Idealized Fault-Tolerant Component architectural style

A system is defined as a set of components interacting under the control of a design. The system
model is recursive in the sense that each component can itself be considered as a system on its
right. If a component cannot satisfy a request for service, then it will return an exception. At
each level of the system, an idealized fault-tolerant component [4] will either deal with exceptional
responses raised by components at a lower level or else propagate the exception to higher level
of the system. In this style, there are only two forms (i.e. connectors) that components can
communicate to each other: service requests and services responses. Besides, an idealized fault-
tolerant component can be designed as a containing component that encloses several diversely
(redundant) designed sub-components called variants and an adjudicator. Variants deliver the
same service through independent designs, and the adjudicator selects a single, presumably
correct, result from the results produced by variants.

The Role-based Collaborative architectural style

Objects participate in many interactions, playing different roles in each one. Each interface
(role) that a component provides only makes sense in the context of related services and inter-
actions with other components; specifically, in the context of related interfaces of those other
components. Hence it is logical to group these related interfaces together into a unit that de-
fines one architectural design of a certain service. We call this unit collaboration. In this style.
collaborations are the connectors among the roles.
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We have identified different kinds of collaborations. Figure 1 shows the different connectors
defined by this style:
e The first connector defines a simple collaboration [8]. That is. a group of objects that cooperate
to perform a task. A roleis the part of a object that fulfills its responsibilities in the collaboration.
This connector does not concern the provision of dependability requirements.
o If was determined that there no inferactions between that group of objects and the rest of
system for the duration of collaborative activity, then this activity should be specified as an
atomic action [4]. Atomic actions provide error damage confinement since they guarantee that
no information is smuggled to or from the collaboration.
e If the collaborations are expected to cope with faults, then it is interesting to incorporate
explicitly the notion of coordination to support error recovery between multiple interacting
objects. Bosides, different error recovery techniques can be used: only backward (for example,
conversations [6]. only forward or one combination of these [1].
e If the collaborations are expected to deal with both cooperative and competitive concurrency
(for example, coordinated atomic actions [9]), then the collaboration should implement coor-
dinated error recovery and maintain the consistency of external resources in the presence of
failures and concurrency among different collaborative activities competing for these resources.

Collaboration Collaberation-tased Design
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[ Backward Collaboraton | Foraarg Collaboration I | Combined Collaboration | Errar Recovery
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| Competitve Collaboration Compettive Concurrency

Figure 1: Different kinds of collaborations

The Meta Level architectural style

This style separates the system components in at least two levels (or layers): the meta level and
the base level. The meta level encompasses the components (objects) that deal with the pro-
cessing of self-representation and management of an application. and the base level encompasses
the components (objects) responsible for implementing the functionality of the application. The
connector in this style is the meta-object protocol (MOP). The interactions between base-level
and meta-level objects are realized through a meta-object protocol which establishes the allow-
able design rules that guide the construction of a system organized with this style. Meta-level
architectures address separation of concerns. providing means to implement quality requirements
of an application transparently separated from its functional ones.

Furthermore, in order to achieve structured composition of quality requirements. we propose
a special kind of connector (meta object) called delegator. It delegates operations and results
to other meta objects. In this way, base-level objects can be directly associated with a meta
object that encapsulates (composes) several quality requirements. This connector defines the
semantics of such compositions. That is. it defines the possible composition rules among quality
requirements.

2.2 Detailed design

A design patrern names. abstracts and identifies the key aspects of a common design structure
that make it useful for creating a reusable object-oriented design [2]. Design patterns refine the
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general components of an architectural style, providing the detailed design solutions. Usually,
the selection of a design pattern at this phase is influenced by the architectural styles that were
previously chosen at the architecture definition phase.

2.2.1 Idealized fault-tolerant components

The Reflective Contract, Error Handling and Software Redundancy patterns provide
design solutions for implementing idealized fault-tolerant components. Considering that a sys-
tem is not free from faults, exceptions may be produced as responses of requests that cannot
be satisfied due to component faults. The Reflective Contract pattern provides one design
solution for detect errors caused by the occurrence of faults. Application designers structure a
set of contract classes, which check the preconditions and postconditions of each component
service, returning exceptions if these conditions are not satisfied. The Error Handling pattern
provides the explicit separation between the normal and error-handling activities of an idealized
fault-tolerant component. Application designers structure their components by creating normal
and exceptional classes. The normal classes consist of a collection of methods which imple-
ment component’s normal services, while the methods of exceptional classes are the handlers
for the exceptions raised during the execution of normal services. An idealized fault-tolerant
component can be designed as a containing component that encloses several diversely designed
sub-components called variants. The Software Redundancy pattern supports the disciplined
and non-intrusive design of variants, that is, components that have the same interface but they
are implemented by several different designs.

Dynamiecs: Meta objects are responsible for implementing the application’s quality require-
ments. In order to achieve structured composition of quality requirements, a special kind of
meta object called Dielegator was defined. Figure 2 shows how such quality requirements can
be composed. in the design of idealized fault-tolerant components. In this example. Supplier is
associated to a meta object (Delegator) that composes three meta objects.

Error Handling  Reflective Contraet Redundancy
LiChem ‘Supplier | ] Dulegutor | | MitiHzindier | | :Muul.Clmlr.le | MetiRedundimey |
;l serviee ) L : _l. ‘
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Figure 2: Dynamics: Idealized fault-tolerant components

1. While working on this task, Client asks Supplier to carry out a service;

2. Delegator intercepts this method invocation and it delegates the service invocation to Meta-
Contract that checks the preconditions of this service returning an exception if these are not
satisfied.

3. If the result is an exception then Delegator delegates this exception to MetaHandler
(step 5). Otherwise, it delegates the service invocation to MetaRedundancy that execute the
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variants and return the single result of these variants. If each variant was executed unsuccessfully,
then an exception is refurned.

4. Delegator receives this result and then delegates it to MetaContract that checks the
postconditions returning an exception if these are not satisfied.

5. Delegator receives this result and then delegates it to MetaHandler. If the result is not
an exception. it returns the same result. Otherwise. it invokes the handler of this exception and
returns the result of this handling.

6. Delegator receives this result and then returns.

2.2.2 Collaboration-based design

The Collaboration and Reflective Role patterns provide design solutions for implementing
simple collaborations. The Reflective Role pattern captures the role concept. This pattern
adapt an object to different designer’'s needs through transparently attached role objects, each
one representing a role the object has to play in different contexts. The Collaboration pattern
provides the design solution for implementing the first connector among roles shown in Figure
1. We have defined other 5 patterns that present design solutions for implementing the other
connectors but due to space limitation, only present one of these.

Competitive collaboration

The Lock Server [3] pattern provides a controlled concurrent access to shared resources. Before
a client accesses a shared resource, 1t has to acquire a certain lock for this resource from the
lock server. After the client has completed its work with the resource it should release the lock
in order to allow other clients access the resource fairlv. The Competitive Collaboration
pattern ensures that there are no interactions between that group of roles and the rest of the
system. It asks the locks for accessing the related roles before starting the collaborative activity
and releases them after the collaborative activity has been finished.

This pattern incorporates explicitly the notion of coordination to support coordinated error
recovery between multiple interacting components. The error recovery technique used is one
combination of backward and forward error recovery. When one error is detected. it first try
to recover by using exception handling. but if it is not possible then it try to bring the system
back to a state prior to error occurrence.

Due to the nature of concurrent systems. various exceptions may be raised concurrently
while components are cooperating. Thus, a mechanism of exception reselution is necessary in
order to agree on which exception to be notified to all collaboration participants. The work of
Campbell and Randell [1] describes a resolution model called exception tree that allows us to find
the exception that represents all exception raised concurrently. The Cooperating Exception
pattern provides support to application designers define such exception trees.

Backward error recovery involves the establishment of recovery points. which are points in
time during the execution of a component for which the then current state may be subsequently
need to be restored. The Memento pattern [2] captures and externalizes an object’s internal
state that can be restored later. The Competitive Collaboration pattern establishes the
recovery points by using the services provided by the Memento pattern before starting the
collaborative activity. If some error is detected. then the role’s states are restored to the states
saved previously. Roles can be designed as idealized fault-tolerant components (section 2.2.1).
Contracts can be used to implement error detection (Reflective Contract pattern) and each
role can be structured by enclosing several diversely designed variants (Software Redundancy
pattern). The collaborative activity starts by execute the first variant of each role. If some error
is detected. then each role is restored to state prior to error occurrence and the other variants of
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these roles are tried. Exceptional classes defined by Error Handling pattern are the handlers
for the exceptions raised during the collaborative activity.

This pattern is also expected to deal with competitive concurrency. The combination of
Memento [2] and Lock Server [3] patterns provides one design solution for implementing
transactional semantics on external objects. These semantics are responsible by maintaining
the consistency of these external objects in presence of failures and competitive concurrency.
Base-level objects are also associated to a delegator that composes several quality requirements.
Due to space limitation, the dynamics of this composition is not presented.

2.3 Implementation

Designers reuse our software architecture design for the needs of their application by subclass-
ing the base-level classes of our software architecture (white-box components) or associating
non-specialized base-level objects of the application with instances of meta-level classes of our
software architecture (black-box components). The association between base-level and meta-
level objects is automatic since the designers provide some configuration files that are read in
order to initialize the meta-configuration associated with the application. We utilized the meta-
object protocol called Guarana [5] that supports the definition of a special kind of meta object
called composer that delegates operations and results to other meta objects. Composers can
delegate to meta objects sequentially or following whatever policy fits the needs of a developer.
In our software architecture, the delegation is based on the semantics of quality requirements
composition. If another meta-object protocol was utilized, then the meta object (delegator) that
delegates operations and results should had been implemented.

3 Concluding remarks

In this paper, we have focused on the design and implementation of dependable quality at-
tributes, and their incorporation in the description of a software architecture in an explicit and
structured way. As future work, we identify the following: there are some kinds of applications,
for example, secure electronic financial transactions, where the collaboration participants have
to be authenticated in order to avoid attacks. Thus, we plan investigate how much is practicable
add quality requirements related to security into our software architecture.
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