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Abstract 
Blocks-based environments have been used to promote programming learning mostly in elementary and middle 

schools. In many countries, isolated initiatives have been launched to promote programming learning among 

children, but until now there is no evidence of widespread use of this type of environment in Brazil and Portugal. 

Consequently, it is common that many students reach higher education with little or no programming knowledge and 

skills. NoBug’s SnackBar is a game designed to help promote programming learning. This study examined students' 

behavior and attitudes when playing the game on their initiative. It used a sample of 33 undergraduate students 

enrolled in an introductory programming course. The variables studied were students' performance and engagement, 

satisfaction, and problem-solving strategies. The main findings were (1) better performing students had a high level 

of perceived learning, (2) all the students had similar perceptions about their fun while playing, (3) the leader board 

was the most used game element not directly related to learning and (4) the top-ranked students access previous 

solutions to help them solve a new mission, while the others often use a trial-and-error approach. 

Keywords: computer programming learning; blocks-based approach; serious games. 
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1 Introduction 

New generation students, used to games and other electronic media, are not motivated by exercises 
to calculate and print numbers on the console or in a window but are used to consume animations, 
graphics and sounds, and probably these are the types of media they would like to produce (Razak 
et al., 2019). The use of games has been integrated with the curriculum to simulate real-life 
activities (Johnson et al., 2015) and to provide meaningful learning opportunities in the hope of 
increasing students’ interest in educational content (Weintrop & Wilensky, 2016b). With games 
students can learn in a personalized way, games can adjust themselves according to the player, 
and in a self-supervised way, players are aware of their mistakes when they fail in the tasks of the 
game, which in turn instructs the player on how to perform a certain action (Prensky, 2001). 
Serious Games are designed to have instruction as the primary goal (Arnab et al., 2012), allowing 
students to develop new skills, learn new knowledge, and strengthen existing competencies 
(Boller & Kapp, 2017).  

A good way to promote programming learning is to have a disciplined and intensive practice 
(Robins, 2019). However, students often lack the motivation to engage in programming tasks. 
Practicing problem-solving in games can be more motivating than using traditional exercises, as 
it promotes confidence through experience in building sets of solution patterns that will be very 
useful when students encounter problem-solving situations using real programming languages 
(Shabalina et al., 2017). 

Vahldick et al. (2014) studied about 40 games designed to support programming learning. 
They concluded that most of the analyzed games had no game elements to promote extrinsic 
motivation through fun. Also, most games didn’t include typical game elements, such as points 
or bonuses. However, Koster (2014) points out that earning points makes players more committed 
to the game, and Prensky (2001) mentions that fun allows students to accomplish their tasks more 
easily, even if they require more effort. Based on these ideas, we developed a serious game called 
NoBug's Snack Bar (Vahldick et al., 2020). The game includes some common elements, such as 
point scoring, player’s leader boards, and even the customization of player’s avatars, intending to 
increase the feeling of belonging, satisfaction, and motivation to overcome the challenges of the 
game (Mazlan & Burd, 2011). 

One of the problems in introductory programming learning is syntax errors (Bosse & 
Gerosa, 2017). Therefore, like many of the games analyzed in Vahldick et al. (2014), a Block-
Based Programming (BBP) approach was adopted, because the goal is not learning an actual 
programming language, but rather the development of computational problem-solving skills and 
competencies. Environments that follow this approach present program execution as animations 
(Sorva et al., 2013) and use graphical notations to produce solutions (Ben-Ari, 2013). The actions, 
variable manipulation, and control structures are represented by colored blocks that fit together 
following the Lego metaphor (Weintrop & Wilensky, 2016a). In these environments, the student 
should use a notation focused on logic and solution building than to be concerned with the 
language grammar rules (Kelleher & Pausch, 2005). An ideal environment for introductory 
programming learning should provide a simple interface that supports viewing objects, has a 
block-based editor, reports simple error messages and instructs how to correct them, and can 
execute a program step-by-step (Xinogalos et al., 2017).  

The development of NoBug's Snack Bar was carried out within four iteration cycles, 
involving novice students, where they could play anytime and anywhere. This paper reports the 
last cycle where students were organized into two groups according to their performance. The 
research aimed to identify students’ behavior and opinions while solving programming problems 
using this serious game. This led to the definition of four research questions: 
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RQ1. What is the difference between the groups regarding the feelings about their learning? 

RQ2. What is the difference between the groups regarding the feelings about fun? 

RQ3. What is the most used game element not directly related to learning? 

RQ4. What is the student's behavior when solving problems in the game? 

2 Pedagogical background  

Computers can enhance learning when students can see the concrete results of their efforts (Papert, 
1980). In the constructionist approach of education, students coordinate their learning by 
constructing, manipulating, and testing concepts in a microworld (Laurillard et al., 2013). A 
microworld is a space with assumptions and constraints that provides a context for the learner to 
construct knowledge through experimentation (Papert, 1980). Students learn by exploration and 
construction in this world, where the effects of their actions are reflected in what is correct or 
incorrect in their beliefs. Learning results occur through active practice. 

Constructionist games bring ideas like student-directed learning, meaningful personal 
constructions, emphasizing meaningful ideas into their design (Weintrop & Wilensky, 2014). In 
the last decade, programming environments and games have materialized the constructionist 
learning approach. To learn abstract programming concepts, students need to build them by hands-
on experience. Constructionist environments allow the development of two essential skills for 
programming learning: procedural reasoning and debugging. Thinking procedurally involves 
breaking a problem down into smaller parts and recognizing patterns that can actually repeat 
themselves (Papert, 1980). Debugging involves systematically trying to adjust a piece of code to 
identify and correct errors to keep the system running properly (Holbert & Wilensky, 2011). 

Constructionist games have two design principles: their tools and resources must be 
expressive, and the goals need to encourage exploration (Weintrop et al., 2012). The size of the 
building blocks should allow students to express ideas and strategies that are meaningful in their 
learning context: not so large that the game is too easy, and not so small to avoid boredom or very 
difficult tasks. Games can reward a variety of findings and are not limited to a single or a small 
set of winning strategies. Creation activities can take many forms, but the resulting artifacts must 
be identifiable and useful. Furthermore, the typical interaction and response cycle for 
programming learning (Kazimoglu et al., 2013) is suitable for any constructionist game: (1) 
students develop, execute, or debug the solution, (2) the game performs the actions based on the 
submitted solution, and (3) the game provides the results, answers, and support to the student. 
This iterative and interactive cycle provides powerful possibilities for students to try, correct and 
repeat their attempts and improve their abilities. 

3 Related work 

In order to find other experiences involving games that have used the BBP approach in higher 

education, a literature review was carried out over the last five years publications (2016-2021). 

We only considered papers that report experiences in teaching programming in higher education. 

Some papers describe new components such as automated testing or automated feedback, but with 

experiments limited to component evaluation, not classroom experiments. Many papers focus on 

elementary and middle school students, while the number of papers related to higher education is 

much more limited. After analyzing the articles, only a small number was found that can be 

compared with the present study in the experimentation of the BBP approach in higher education. 

It can be noted that none of them were experienced in undergraduate courses in computer science. 
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Parsons problems are code-completion problems, which require students to rearrange mixed 

up blocks of code to create the correct solution to a programming problem. Zhi et al. (2019) 

presented a study that evaluates the effectiveness of Parsons problems for block-based 

programming. To investigate this impact, they designed and integrated Parsons problems into 

Snap!1 . The participants were non-STEM major undergraduate students, with minimal prior 

programming experience, enrolled in a CS0 course at a U.S. research university over 6 semesters 

(Fall 2016 through Spring 2019). The study analyzed 6 assignments. In the last semester, students 

solved assignments with Parsons problems, rather than traditional problem solving by writing 

code. To identify problem-solving behaviors, the authors investigated three potential 

unproductive behaviors: searching for blocks to use, editing block inputs, and testing irrelevant 

blocks. They concluded that although Parsons problems prevented these unproductive behaviors 

during the lab, they would not disproportionately increase these unproductive times during the 

homework. They found Parsons problems saved students a significant amount of total problem-

solving time, without reducing performance on subsequent problems. 

BlockPy is a block-based editor for the Python programming language (Bart et al., 2020). 

It is a dual block/text editor that allows students to switch at any time between a block or a text 

representation of their code. BlockPy has an embedded data science context, so inputs are the data 

available in the Python library (weather, stocks, earthquakes, crimes and books) and the outputs 

of the programs are graphs. BlockPy has been used in a non-Computer Science majors 

introductory Computational Thinking course for four semesters. Most students had no prior 

programming experience and a limited understanding of the field. In the first 6 weeks of the 

course, students created their algorithms using natural language and flowcharts. After they had 3 

classes over 2 weeks where they used BlockPy in blocks mode, addressing common topics like 

variables, conditionals and loops. On the last day, students were encouraged to use text mode in 

order to become familiar with writing code in text format. The evaluation pointed out that many 

students remained almost entirely in blocks mode, even during the final problems, while a small 

number of students used text mode almost exclusively, having even expressed that they found the 

text interface more understandable than the blocks interface. The authors also found that many 

students got confused in the transition from BlockPy text mode and Python.  

Crescendo, is a self-paced programming practice environment that combines the block-

based and visual, interactive programming of Snap!, with structured practices commonly found 

in Drill-and-Practice Environments (Wang et al., 2020). It organizes small programming tasks 

into challenges based on programming concepts such as loops and conditionals. Each concept 

may have multiple challenges and each challenge covers a single learning objective of a concept. 

In each challenge, students accomplish three programming tasks following the Use-Modify-

Create (UMC) scaffolding (Lee et al., 2011). Crescendo was used to implement two mandatory 

and one optional challenge focused on loops. The study involved 50 students enrolled in an 

undergraduate CS0 course.  Within each challenge, progression tasks were designed following 

the UMC framework that provided engaging and objective activities with a slowly increasing 

level of difficulty. The main conclusions of this work were that interactive programs can maintain 

engagement even when problems are small and objective. Also, the system immediate feedback 

allows students to progress independently. 

 

 

1 https://snap.berkeley.edu/ 
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4 Materials and methods  

4.1 Research methodology 

The game research and development process followed the steps indicated in Figure 1. This model 
is an adaptation of Design-Based Research (DBR) and the serious games project by Marfisi-
Schottman et al (2010). 
 

 

Figure 1: Model of development and research process. 

Design-Based Research (DBR) is characterized by an iterative and interventionist (Brown, 
1992; Gravemeijer & Cobb, 2006) process in which the goal is to achieve useful, practical and 
reproducible educational artifacts and learning theories in the real world (Cocciolo, 2005; Choi et 
al., 2017). The first iterations usually present few and fragile results. However, the iterative nature 
of the methodology allows the theories to evolve, be adjusted and optimized during interventions 
(DBRC, 2003; Akker et al., 2006). Researchers experiment with theories through prototypes until 
they mature their ideas into a more robust theory. The evolution of the prototype, and 
consequently of the underlying theories, contributes to the understanding of the actions that can 
lead or not to learning (Walker, 2006; Majgaard et al., 2011). This understanding happens 
exclusively through experiences, which produce and are produced by new theories (DBRC, 2003), 
and happen, above all, in a real world context (Choi et al., 2017).  

In addition to the iterative and incremental cycles proposed by DBR, the model considered 
the serious games development process proposed by Marfisi-Schottman et al. (2010), which is 
suitable for minimalist teams and explores pedagogical theories applied to games in order to create 
the best teaching and learning conditions. 

This research was developed in four cycles, each in a different semester. The experiences 
did not limit students either in time or space, as they were conducted considering free use of the 
game at any time and place, allowing us to possibly evaluate results closer to reality in terms of 
flow and learning. This paper presents the main findings of the last cycle, which took nine weeks 
at University of Santa Catarina State (Brazil) in an introductory programming course, included in 
the first semester of the Software Engineering bachelor’s degree. The whole development process 
is described in Vahldick et al. (2020).  
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4.2 Participants 

The participants were 33 undergraduate students of University of Santa Catarina State (Brazil) 

enrolled in an introductory programming course of the first semester of the Software Engineering 

bachelor’s degree. The sample was composed of 87.9% of males and 12.1% of females (mean age 

= 22.5, SD = 4.66). 81.8% of the students reported that they had no previous programming 

experience. In addition, 33.3% of them declared that they play digital games every day and 24.2% 

of them declared that they do it seldom.  

4.3 NoBug’s Snack Bar: a blocks-based serious game to support programming learning 

When NoBug’s Snack Bar design and development process was initiated, a few decisions were 

made. It was designed as a web-based game inspired by time management games. The player 

should control the attendant of a snack bar using programming commands. Customers are 

controlled by the game, and they make requests that are combinations of foods and drinks. The 

attendant should perform the necessary steps to fulfill the requests. Each mission ends when the 

player fulfills a certain number of requests. 

The game frontend was coded in HTML5 and Blockly (Fraser, 2015) was used for the 
construction of resources with blocks. It transforms blocks into Javascript code, allowing it to be 
executed in a browser without the need for compilation and execution on the server side, thus 
reducing latency by avoiding the transmission between client and server. The features of the game 
and its functionality are presented in detail in Vahldick et al. (2020). Figure 2 illustrates the main 
interface of the game. Although the game was used in Brazil and Portugal, it was developed to 
support a multilingual interface. Menus and buttons are shown according to the language selected. 
Only the blocks kept their names in English, so that students get used to them when they program 
in real programming languages.   

 

 
Figure 2: Main interface of the game. 

 

The game covers the initial topics usually included in introductory programming courses. 

They are organized in ten levels with a total of 74 missions: levels 2 to 4: Variable manipulation 

(19 missions); levels 5 to 7: Conditionals (22 missions); levels 8 to 10: Loops (24 missions: for 

loop, while loop and the two together). The initial level, level 1 (9 missions), is an introductory 

level to learn to play the game. Although students had freedom to choose their next mission after 



Vahldick et al.                                      RBIE v.29 – 2021 

 

1343 

 

level 1, the suggested learning sequence is illustrated in Figure 3. Each circle represents a level, 

the arrows represent the prerequisites between levels, and within parenthesis is indicated the 

number of missions in each level. White levels include the essential missions. Students should 

learn the basic concepts at these levels. Light grey levels are enhancement levels and dark grey 

levels are mastering levels. Students can practice new and more complex situations in 

enhancement levels. Mastering levels have very challenging missions adequate to the better 

performing students. 

 

Figure 3: Main interface of the game. 

In addition, within each level, the types of tasks asked in the missions were organized 

considering Bloom's Taxonomy of educational objectives in the cognitive domain (Anderson et 

al., 2001). The idea was to get a better alignment between the mission’s activities and desired to 

learn outcomes. The more gradual increase in difficulty could also make the game more 

interesting to the students (Lameras et al., 2017). The first type of task is multiple-choice mission, 

where a solution is provided and a question about it is presented with four answer options. The 

student selects one of the options. The game runs the solution and verifies the student's answer. 

After, a solution is provided with some errors. Students must fix the errors to accomplish the 

mission. The types of errors can be incorrect use of comparison or logical operators, erroneous 

references of variables, or wrong sequence of blocks. The student must correct the mistakes by 

changing operators, variables or the order of the blocks. Next, all the solution blocks are provided 

but dispersed in the workplace. The student must sort the blocks in the right order. Then, a partial 

solution is provided with some blocks missing. The student must complete the solution. And 

finally, the student creates her/his own solution from scratch, sometimes with a started code. 

4.4 Instruments and procedures 

This section describes the instruments and procedures used to answer the previously mentioned 

four research questions. The process and instruments describe below are illustrated in Figure 4. 

The students were informed that in that semester they would be using a game being developed as 

a research resource by another teacher from University. This game would serve as content and 

practice for the first contact with computer programming activities. It was explained to the 

students that the whole experience was monitored by the other teacher, who would even serve as 

a support for their difficulties. Finally, the students were informed that the results and conclusions 

of this research could be published in journals and conferences, respecting their anonymity. 
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Figure 4: Instruments and process of the last cycle in the research 

RQ1. What is the difference between the groups regarding the feelings about their learning? 
Students were encouraged to play during the first three weeks of the course. After that period, a 
questionnaire was applied (Table 1) using a 5 points Likert scale (1- totally disagree and 5-totally 
agree) to measure students' feelings about their learning. Perceived learning is a set of beliefs and 
feelings regarding the learning that has taken place and reflects the student's sense that some new 
knowledge has been acquired and some new understanding has been reached, even if this 
subjective knowledge and understanding contrasts with academic performance (Caspi & Blau, 
2011). The perceived learning represents the degree of confidence that the student has regarding 
his/her mastery of a given topic. Although question 07 was not directly related to the evaluation 
of perceived learning, the opportunity was taken to ask students’ opinions on the continued use of 
the game in classes. 

Table 1. Questionnaire to measure the perceived learning. 

# Question 

01 I learned from the game  

02 I learned from the game as using variables 

03 I learned from the game as using conditionals 

04 I learned from the game as using loops 

05 
I learned from the game that it makes my job easier to divide the problem into smaller 

parts 

06 I learned from the game as is important to debug to fix errors 

07 I recommend using the game in the next semester 

 
RQ2. What is the difference between the groups regarding the feelings about fun? Then 

students were submitted to the first test. Before the start of the test an adapted version of the 
EGameFlow instrument (Fu et al., 2009) was used to assess students’ views about their experience 
playing the game. Originally there were 42 questions distributed among eight dimensions. Two 
dimensions have been removed: social interaction and knowledge improvement (11 questions). 
The social interaction dimension presented questions regarding multiplayer games, player 
interactions, and community formation, all issues not addressed in this research. Knowledge 
improvement was evaluated using the questionnaire shown in Table 1. In addition, some 
ambiguous questions were removed and the wording of other questions was adapted to refer to 
learning programming. The 26 questions used are included in Table 2. 
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Table 2. EGameFlow adapted. 

Factor Question Factor Question 

Concentration 

Most of the gaming activities are 
related to the programming task 

Challenge 

The difficulty of challenges increased 
as my skills improved. 

I am not burdened with tasks that 
seem unrelated 

The difficulty of challenges was 
compatible with my knowledge of 
programming 

Workload in the game is adequate 
The difficulty between one mission 
and the next are adequate 

Goal Clarity 

Overall game goals were presented 
clearly 

Autonomy 

I feel a sense of control over the game 

Intermediate goals were presented 
clearly 

I understand the type of action 
performed by each block type. 

Feedback 

I receive feedback on my progress in 
the game 

Immersion 

I can become involved in the game 

I receive immediate feedback on my 
actions 

I feel emotionally involved in the 
game 

I receive enough feedback to solve 
the missions. 

I experience an altered sense of time 

I understand the error messages the 
game shows me 

The context of the game (snack bar) 
is attractive 

I understand what goals I can't 
accomplish that the game shows me 

I get unmotivated by the graphic 
quality of the game 

The game provides “hints” in text that 
help me overcome the challenges 

The background music helps set the 
pace of my work 

The emails sent with “hints” helped 
me to solve the problems in the 
missions. 

I get motivated to play for points that 
allow me to access avatar 
customization 

 I get motivated to be in the best 
positions on the leaderboards 

 The emails sent with “hints” 
motivated me to keep playing 

 

The test was a conventional, classroom, paper-based test, including 5 questions: (Q1) 
indicate the output of a given code; (Q2) answer a multiple-choice question about a given code; 
(Q3) correct a given code that had two errors; (Q4) complete a code; (Q5) create a solution from 
scratch. The questions were common to many introductory programming tests, namely factorial 
calculus (Q3), Body Mass Index calculation (Q4), and number division using successive 
subtractions (Q5). Students did not use the NoBug’s context during the test, but they were 
expected to answer using the representation of the block. After this test, students had five weeks 
of classes using Java and were submitted again to another test. The Java lessons used the 
knowledge learned from the game, even getting some students to play again. This second test 
included five questions that asked for Java code creation. Again, none of them used any NoBug’s 
specific commands or context.  

RQ3. What is the most used game element not directly related to learning? Three elements 
in the game are not directly related to learning. They aim to keep students’ motivated to continue 
playing to win points: achievement system, leader board and avatar customization. To assess these 
elements' usefulness, we considered how often the students accessed each of them. It was also 
interesting to verify if there was any preference between the three items within the two groups to 
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better explore motivation and learning in the future. The following students’ interactions were 
considered: when the student opens the avatar customization window or the achievements points 
window; or when the student manipulates the leader boards guides. Analyzing the logs, it was 
possible to know in how many sessions each of these resources was accessed by students. 

RQ4. What is the student's behavior when solving problems in the game? Lastly, we 

analyzed how the students used the game to solve problems. For this, five types of actions that 

they could do in the game were considered: 

1-Explanation (EXP): when the student accessed the mission explanation. 

2-Depuration (DEB): when the student decided to execute her/his solution step by step. 

3-Execution (RUN): when the student decided to execute her/his solution. 

4-Development (DEV): when the student modified her/his solution, adding, removing, or 

changing blocks. 

5-Revision (REV): when the student left a mission that she/he did not finish, experimented 

again other missions already finished, executed, or debugged them, and finally returned to the 

original mission. 

This information was obtained by analyzing the logs.  

As mentioned before, we wanted to divide the students into two groups according to their 

performance. We used the results of the first test, using a grade of 7.0 (the approval threshold in 

the institution) as a passing score (G1 < 7.0 and G2 >= 7.0). Furthermore, we considered only 

students that concluded at least 50% of the creation missions in the game, because the main goal 

in programming learning is for students to develop their own solutions to the proposed problems. 

As a result, G1 had 8 students and G2 had 9 students. The second half of the course (Java classes) 

was considered to analyze the contribution that the game may have had in improving problem-

solving with programming.  

4.5 Consensus measure 

This section describes how the results of the two surveys (Perceived Learning and EGameFlow 

adapted) were used. 

One of the most used measures of central tendency for summarizing the results of 

questionnaires given in a Likert scale is commonly called "average". However, from a 

probabilistic/statistical point of view (i.e., considering each class of the scale as a possible event 

of a random variable), the most coherent terminology is that of the expected value (E(x)), in the 

sense of "what is expected with more and more replications of the questionnaires". This measure 

is considered "fair" in the sense of considering all the plurality of responses, and not just the 

position (like the median) or the frequency (like the mode). 

The expected value (E(x)) is understood as the mean value to be obtained from a random 

variable x when the number of its repetitions tends to infinity. For discrete random variables (such 

as the Likert scale) it can be obtained by 

𝐸(𝑥) =∑𝑃(𝑥𝑖). 𝑥𝑖

𝑘

𝑖=1

 (1) 

where k is the quantity of classes, xi is the discrete value of the class i and P(xi) is the probability 

of occurrence of xi, in this context approximated by the relative frequency of the classes. It 

corresponds, arithmetically, to the average of the answers weighted by their respective frequency. 
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It is pointed out here that the Likert scale is of an ordinal qualitative nature, as there is a 

natural order between the items in the scale (i.e., between totally disagreeing and totally agreeing). 

To perform algebraic operations, the scale is transformed into a discrete quantity (for instance, 

scoring it from 1 to 5). When this is done, it is incorrectly admitted that there is a linear relationship 

between the levels of agreement. This linear relationship does not exist subjectively. 

In this context, Tastle et al. (2005) propose a new measure to complement the interpretation 
of the results obtained from questionnaires. It is the Consensus Measure (Cns(x)), calculated by: 

𝐶𝑛𝑠(𝑥) = 1 +∑𝑃(𝑥𝑖) log2 (1 −
|𝑥𝑖 − 𝐸(𝑥)|

𝑋𝑚𝑎𝑥 − 𝑋𝑚𝑖𝑛
)

𝑘

𝑖=1

. (2) 

Cns(x) should be interpreted as a percentage of internal agreement of the distribution 

concerning E(x). As 0 ≤ Cns(x) ≤ 1, it is understood that the closer to 1, the more respondents 

"agree" with the expected value for the question. A complementary concept to the Consensus is 

Dissention (Dnt(x)). The Dissention is one minus the Consensus, 1-Cns(x). Dissention is defined 

as a difference of opinion such that strife is caused within the group undertaking to decide. 

5 Results  

5.1 Classes performance evaluation 

To verify the impact of the game experience in learning, we examined the Pearson correlation 

among the two test’s grades, the number of missions the students completed in the game, and the 

amount of time spent to complete those missions.   

The average grade of the first test was 5.4 on a 0 to 10 scale (SD=2.33) and 33% of the 

students (n=10) had a grade equal or higher than 7.0. Four students that finished all the missions 

in the game had a grade equal or higher than 8.0. 

The average grade of the second test was 6.0 (SD=2.48). In this test, 48% of the students 

(n=12) had 7.0 or higher. Only 25 students took the second test, as 8 of the initial students dropped 

out of the course. 

Table 3 shows the correlation of the tests’ results with the game experience. Positive and 

significant correlations among overall variables were found. There were moderate correlations 

among total missions played and tests’ grades, and a weak correlation between time spent playing 

and tests’ grades. Thus, students who played more had better performance in the course tests. 

When considering the time, the numbers are less expressive. This can be explained by the fact 

that some of the best students did not need much time to solve most missions. 

Table 3. Pearson’s Correlation among exams and game experience. 

 Test 1 Test 2 
Total of 

missions 
Time spent 

Test 1 - 0.77** 0.666** 0.452* 

Test 2  - 0.641** 0.410* 

Total of 

missions 
 

 - 
0.767* 

Time spent    - 

** p < 0.01 * p < 0.05 
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In the next results, students were organized into two groups considering only students that 

concluded at least 50% of the creation missions and according to the results of the first test, using 

7.0 as a passing score (G1 < 7.0 and G2 >= 7.0). As a result, G1 had 8 students and G2 had 9 

students. 

5.2 Perceived learning (RQ1) 

To measure students' feelings about their learning, a questionnaire (Table 1) was applied before 

the first test. So, it was possible to measure the confidence that the students had before taking the 

test. Table 4 shows the expected value, consensus, and dissention measures for each of the two 

groups in each question. 

Table 4. Results of perceived learning measure. 

  E(X) Cns(X) Dnt(X) 

Q01 
G1 4.00 0.67 0.33 

G2 4.67 0.83 0.17 

Q02 
G1 4.38 0.82 0.18 

G2 4.67 0.83 0.17 

Q03 
G1 4.38 0.82 0.18 

G2 4.78 0.87 0.13 

Q04 
G1 3.60 0.70 0.30 

G2 4.88 0.92 0.08 

Q05 
G1 4.13 0.82 0.18 

G2 4.22 0.79 0.21 

Q06 
G1 4.25 0.77 0.23 

G2 4.56 0.81 0.19 

Q07 
G1 3.13 0.61 0.39 

G2 4.44 0.67 0.33 

 

Analyzing the results for each question it is possible to say that there was consensus (the 

qualified majority (3/5) of students, that is, over 60%) in most of them. Group 1 was not confident 

to recommend the game in the next semester (E(Q07)=3.13). They strongly agreed that they 

learned to use variables and conditionals (E(Q02)=E(Q03)=4.38). The weaker students could not 

see the utility of the game. On the other hand, in group 2 (Cns(Q04)=0.92) students strongly 

agreed (E(Q04)=4.88) that the game helped them to understand loops. They also strongly agreed 

(E(Q03)=4.78) learned to use conditionals and learned to debug (E(Q06)=4.56)  In general, it was 

possible to observe that G2 students had a high level of perceived learning. 

5.3 Perceived fun (RQ2) 

To assess the level of students’ satisfaction with the game experience, they answered 26 questions 

that are part of the EGameFlow adapted instrument (Fu et al., 2009). Non-parametric Mann-

Whitney tests were performed to assess in which items there were significant differences between 

the groups. Only one item showed differences with p=0.011: "Overall game goals were presented 

clearly". Analyzing the Mean Rank it was possible to conclude that G2 agreed more than G1 with 

this statement. It can be concluded that regardless of academic performance, students had the same 

perception about their fun, namely, the average EGameFlow score for G1 was 3.55 and for G2 

was 3.64 on a scale from 1 to 5.  

Originally EGameFlow was a 7-point Likert scale. According to Krosnick & Presser (2010), 

“Some studies have found the number of scale points to be unrelated to cross-sectional 
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reliability.”. Revilla et al. (2014) also point out that people can interpret the meaning of each 

category in different ways, and when the number of options increases, the possibility of different 

interpretations also increases. They concluded to offer 5 answer categories rather than 7 or 11 

because of the latter yield data of lower quality. To simplify the students' interpretation, we 

adapted the instrument to a 5-point Likert scale. 

5.4 Measuring the fun of game elements (RQ3) 

Table 5 shows the number of times students in each group had authenticated, accessed the avatar 

customization window, leader boards guides, and the achievements points window. 

Table 5. Elements of game measured. 

Groups 
Number of 

Authentications 
Avatar Leader board Achievements 

1 383 52 (13,6%) 61 (15,9%) 26 (6,8%) 

2 475 48 (10,1%) 130 (27,4%) 56 (11,8%) 

p-value - 0,115 0,000* 0,013* 

*p-value < 0.05 

 

To verify if there were significant differences between the two groups, chi-square tests were 

performed to check if the proportions were the same between the two groups. The proportion of 

each item was calculated concerning the number of authentications. The most used feature by G2 

students was the visualization of the leader boards, followed by the view of the achievements and 

the customization of the avatar. In G1, the leader boards were also the most used, followed by the 

avatar customization and achievements. Both groups had the leader boards as the most used 

element. However, G2 had a higher level of use than G1. This may indicate the intrinsic 

motivation of G2 students to stay in better positions, and for this they need to perform better in 

the game. 

5.5 Problem-solving behaviors (RQ4) 

The previous subsections presented statistical analyses comparing perceptions, preferences and 

use of game features between two groups defined based on students’ academic performance. This 

section aims to analyze the sequence of actions that each group of students performed within the 

game. 

Table 6 shows the number of times the transition between one action (From) and another 

(To) happened in each group. Chi-square tests were performed to check the proportions between 

the two groups. A particular behavior of a group is considered when the proportions are different 

(p-value < 0.05). Based on the transitions that presented significant differences, a graph was 

developed for each group trying to identify the most common behaviors in each one (Figure 5). 

For example, from the EXP action going to the RUN action was identified a difference in 

proportion (p=0.032). Since G2 has a higher percentage than G1 (1.5% > 0.5%), we can conclude 

that this transition is more characteristic of G2. These behaviors represent what students did after 

their first failed execution in a mission. 

When observing the G1 graph, it becomes evident that after a failed RUN, these students 

tend to modify (DEV) the solution and then use the debugging resources (DEB). This can be 

understood as that from the execution they already trust to know what is necessary to correct the 

solution (or are using a trial-and-error approach). After the change, they prefer to use the 

debugging features. Regarding G2, after rereading the explanation (EXP) they usually execute it 

(RUN), probably to try to identify the error not noticed even after reading it. After the failed run, 

this group prefers to use more debugging (DEB), indicating higher care in identifying the error(s), 
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instead of going right away to change the solution. While they are developing (DEV) the solution, 

these students still use previous solutions (REV), trying it many times. It is interesting to verify 

the difference between G1 and G2 after modifying the solution: G1 prefers to use more debugging, 

and G2 prefers more execution. In future work, the monitoring environment can incorporate the 

identification of these patterns so that the teacher can intervene suggesting to the student the 

adoption of adequate learning behaviors. 

Table 6. Transitions between two actions. 

From To G1 % G2 % Total p-value 

EXP 

DEV 719 78.2 788 76.1 1507 0.253 

RUNb 5  0.5 16  1.5 21 0.032 

DEB 22 2.4 36 3.5 58 0.160 

REVa 3 0.3 3 0.3 6 - 

EXP 170 18.5 193 18.6 363 0.941 

Total 919 47.0 1036 53.0 1955  

DEB 

DEV 432 72.2 501 72.8 933 0.816 

RUNa 1 0.2 4 0.6 5 - 

DEB 67 11.2 77 11.2 144 0.994 

REVa 1 0.2 5 0.7 6 - 

EXP 97 16.2 101 14.7 198 0.445 

Total 598 46.5 688 53.5 1286  

DEV 

DEV 432 72.2 501 72.8 933 0.816 

RUNa 1 0.2 4 0.6 5 - 

DEB 67 11.2 77 11.2 144 0.994 

REVa 1 0.2 5 0.7 6 - 

EXP 97 16.2 101 14.7 198 0.445 

Total 598 46.5 688 53.5 1286  

REV 

DEV 432 72.2 501 72.8 933 0.816 

RUNa 1 0.2 4 0.6 5 - 

DEB 67 11.2 77 11.2 144 0.994 

REVa 1 0.2 5 0.7 6 - 

EXP 97 16.2 101 14.7 198 0.445 

Total 598 46.5 688 53.5 1286  

RUN 

EXP 46 22.8 51 20.3 97 0.527 

RUNa 1 0.05 4 1.6 5 - 

DEBb 8 4.0 36 14.3 44 0.000 

DEVb 147 72.8 160 63.7 307 0.041 

REV 0 0.0 0 0.0 0 - 

Total 202 44.6 251 55.4 453  

 

 

Figure 5. Students' problem-solving behaviors.  
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6 Limitations of the study 

This study has several limitations that could pose threats to the validity of our results. 

First, our analysis considers only one university in a specific course. Although students study 

under similar conditions, the results may not be generalized to all students due to their 

characteristics, for example, the school they came from. As it is common in this type of study, 

some variables could not be fully controlled, such as the background and previous knowledge of 

students.  

One important limitation is the small scale of the study, 17 students in the main findings. 

However, capturing and analyzing the experiences of seventeen students through four weeks, 

allowed us to understand how and why they play the game. In addition, by collecting repeated 

interactions the limitation of the small sample size was minimized. 

Another limitation of the study is that it only used questionnaires to collect students’ opinions. 

Possibly other instruments could have allowed the collection of more rich information about 

students’ feelings and opinions. Furthermore, the eight students who dropped out were not asked 

about their impressions of the game.  

7 Discussion and conclusions 

This paper presented a study about the use of a blocks-based game to support the learning of 

programming skills. The students were not limited either in time or space to play, as they could 

use the game at any time and place, allowing them to evaluate the results closer to reality in terms 

of fun and learning.  

Moderate positive correlations were found between students' scores in the tests and the 

number of missions completed in the game. In the future, this result has to be further explored and 

confirmed, eventually leading to the development of a prediction model, to alert both the students 

and the teacher about situations that may lead to failure or dropout in the courses.  

Below are answered the four research questions that lead this study. 

RQ1. What is the difference between the groups regarding the feelings about their learning? 

Overall, students with passing grades in the course (>= 7.0) felt more confident in learning 

with the game. This group strongly agreed that the game helped them to understand loops. 

However, the other group of students (grade < 7.0) agreed that the game helped them to understand 

variables manipulation and conditionals and was not so useful for learning loops.  

RQ2. What is the difference between the groups regarding the feelings about fun? 

The perceived fun was similar regardless of the performance in the course. Only one item 

presented some differences among the groups. G1, students agreed less than G2 students that the 

game explains clearly the tasks. This feeling was possibly caused by the difficulty these students 

felt to fulfil the missions. The average EGameFlow score was identical (G1=3.55 and G2=3.64) 

on a scale from 1 to 5. This scale serves as a comparison between games or groups of players in 

the same game. 

RQ3. What is the most used game element not directly related to learning? 

Some game features intended to motivate students to play the game, such as customizing 

the avatar, three leader boards, and an achievement system. Also, one gameplay element that has 

been tested, and which is not often considered in the literature about this type of game, was point 
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winning. We found that most students enjoyed accessing the leader board. It can be concluded 

that (1) even though scoring is not a primary goal of a serious game, its use can increase the 

attractiveness of the game, and (2) adding a leader board in serious games is interesting to most 

students. Serious game designers should consider including points and leader boards in their 

projects. 

RQ4. What is the student's behavior when solving problems in the game? 

It was possible to identify a difference in the two groups' behavior when solving the 

missions. This may indicate the same behavior when solving programming exercises without 

using the game: the top-ranked students often accessed the solutions of previous missions to help 

them solve a new mission, while the other students usually used a trial-and-error approach. In 

future work, the game can evaluate this behavior and suggest that the student access a specific 

previous activity, or even highlight part of the text of the statement that should be considered more 

carefully to solve the mission. 

Although we did not find block-based games applied to programming learning for 

undergraduate computer science courses, the related work served to compare features in NoBug's. 

Firstly, despite NoBug's does not apply the Parson Problems where students put code fragments 

together to construct a program, there is one type of mission where lines of code are missing. So, 

before the student reaches this type of assignment, and the following ones that are for creating 

programs from scratch, she/he learns the concepts through examples, with assignments to solve 

errors and put blocks in order. Crescendo provides the problems as challenges for the students to 

solve, in a Use-Modify-Create sequence, very similar to the sequence of tasks in NoBug's, in 

which initially the student observes, then modifies, and finally creates from scratch. Students learn 

to use the programming structures independent of the language in NoBug's. On the other hand, 

BlockPy is well integrated BBP with Python which can make it easier for students to learn when 

they can see both representations simultaneously. It can even increase their belief in the usefulness 

of the game and see a greater relation to the subjects studied in lectures. This idea can inspire us 

to provide the same approach as future work.  

All procedures performed in this study were following the ethical standards of the 

institutional and/or national research committee and with the 1964 Helsinki declaration and its 

later amendments or comparable ethical standards. 
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